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Preface

Both novice users and those familar with the SunOS operating system can use online
man pages to obtain information about the system and its features. A man page is
intended to answer concisely the question “What does it do?” The man pages in
general comprise a reference manual. They are not intended to be a tutorial.

Overview

The following contains a brief description of each man page section and the
information it references:

Section 1 describes, in alphabetical order, commands available with the operating
system.

Section 1M describes, in alphabetical order, commands that are used chiefly for
system maintenance and administration purposes.

Section 2 describes all of the system calls. Most of these calls have one or more
error returns. An error condition is indicated by an otherwise impossible returned
value.

Section 3 describes functions found in various libraries, other than those functions
that directly invoke UNIX system primitives, which are described in Section 2.

Section 4 outlines the formats of various files. The C structure declarations for the
file formats are given where applicable.

Section 5 contains miscellaneous documentation such as character-set tables.
Section 6 contains available games and demos.

Section 7 describes various special files that refer to specific hardware peripherals
and device drivers. STREAMS software drivers, modules and the
STREAMS-generic set of system calls are also described.
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m  Section 9 provides reference information needed to write device drivers in the
kernel environment. It describes two device driver interface specifications: the
Device Driver Interface (DDI) and the Driver/Kernel Interface (DKI).

m  Section 9E describes the DDI/DKI, DDI-only, and DKI-only entry-point routines a
developer can include in a device driver.

®  Section 9F describes the kernel functions available for use by device drivers.

m  Section 9S describes the data structures used by drivers to share information
between the driver and the kernel.

Below is a generic format for man pages. The man pages of each manual section
generally follow this order, but include only needed headings. For example, if there
are no bugs to report, there is no BUGS section. See the intro pages for more
information and detail about each section, and man(1) for more information about man
pages in general.

NAME This section gives the names of the commands or
functions documented, followed by a brief
description of what they do.

SYNOPSIS This section shows the syntax of commands or
functions. When a command or file does not exist
in the standard path, its full path name is shown.
Options and arguments are alphabetized, with
single letter arguments first, and options with
arguments next, unless a different argument order
is required.

The following special characters are used in this
section:

[] Brackets. The option or argument
enclosed in these brackets is optional. If
the brackets are omitted, the argument
must be specified.

Ellipses. Several values can be provided
for the previous argument, or the
previous argument can be specified
multiple times, for example, "filename

Separator. Only one of the arguments
separated by this character can be
specified at a time.

{} Braces. The options and/or arguments
enclosed within braces are
interdependent, such that everything
enclosed must be treated as a unit.

man pages section 3: Networking Library Functions ¢ January 2005



PROTOCOL

DESCRIPTION

IOCTL

OPTIONS

OPERANDS

OUTPUT

RETURN VALUES

ERRORS

This section occurs only in subsection 3R to
indicate the protocol description file.

This section defines the functionality and behavior
of the service. Thus it describes concisely what the
command does. It does not discuss OPTIONS or
cite EXAMPLES. Interactive commands,
subcommands, requests, macros, and functions are
described under USAGE.

This section appears on pages in Section 7 only.
Only the device class that supplies appropriate
parameters to the ioct1(2) system call is called
ioctl and generates its own heading. ioct1 calls
for a specific device are listed alphabetically (on the
man page for that specific device). ioct1 calls are
used for a particular class of devices all of which
have an io ending, such as mtio(7I).

This secton lists the command options with a
concise summary of what each option does. The
options are listed literally and in the order they
appear in the SYNOPSIS section. Possible
arguments to options are discussed under the
option, and where appropriate, default values are
supplied.

This section lists the command operands and
describes how they affect the actions of the
command.

This section describes the output — standard output,
standard error, or output files — generated by the
command.

If the man page documents functions that return
values, this section lists these values and describes
the conditions under which they are returned. If a
function can return only constant values, such as 0
or -1, these values are listed in tagged paragraphs.
Otherwise, a single paragraph describes the return
values of each function. Functions declared void do
not return values, so they are not discussed in
RETURN VALUES.

On failure, most functions place an error code in
the global variable errno indicating why they
failed. This section lists alphabetically all error
codes a function can generate and describes the

15



USAGE

EXAMPLES

ENVIRONMENT VARIABLES

EXIT STATUS

FILES

ATTRIBUTES

SEE ALSO

conditions that cause each error. When more than
one condition can cause the same error, each
condition is described in a separate paragraph
under the error code.

This section lists special rules, features, and
commands that require in-depth explanations. The
subsections listed here are used to explain built-in
functionality:

Commands
Modifiers
Variables
Expressions
Input Grammar

This section provides examples of usage or of how
to use a command or function. Wherever possible a
complete example including command-line entry
and machine response is shown. Whenever an
example is given, the prompt is shown as
example$%, or if the user must be superuser,
example#. Examples are followed by explanations,
variable substitution rules, or returned values. Most
examples illustrate concepts from the SYNOPSIS,
DESCRIPTION, OPTIONS, and USAGE sections.

This section lists any environment variables that
the command or function affects, followed by a
brief description of the effect.

This section lists the values the command returns to
the calling program or shell and the conditions that
cause these values to be returned. Usually, zero is
returned for successful completion, and values
other than zero for various error conditions.

This section lists all file names referred to by the
man page, files of interest, and files created or
required by commands. Each is followed by a
descriptive summary or explanation.

This section lists characteristics of commands,
utilities, and device drivers by defining the
attribute type and its corresponding value. See
attributes(b) for more information.

This section lists references to other man pages,
in-house documentation, and outside publications.
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DIAGNOSTICS

WARNINGS

NOTES

BUGS

This section lists diagnostic messages with a brief
explanation of the condition causing the error.

This section lists warnings about special conditions
which could seriously affect your working
conditions. This is not a list of diagnostics.

This section lists additional information that does
not belong anywhere else on the page. It takes the
form of an aside to the user, covering points of
special interest. Critical information is never
covered here.

This section describes known bugs and, wherever
possible, suggests workarounds.

17
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accept(3SOCKET)
NAME
SYNOPSIS

DESCRIPTION

RETURN VALUES

ERRORS

accept — accept a connection on a socket

ce [ flag ... 1 file ... -lsocket -1lnsl [ library ... ]
#include <sys/types.h>
#include <sys/socket.h>

int accept (int s, struct sockaddr *addr, socklen t *addrlen) ;

The argument s is a socket that has been created with socket(3SOCKET) and bound
to an address with bind(3SOCKET), and that is listening for connections after a call to
1isten(3SOCKET). The accept () function extracts the first connection on the queue
of pending connections, creates a new socket with the properties of s, and allocates a
new file descriptor, 1s, for the socket. If no pending connections are present on the
queue and the socket is not marked as non-blocking, accept () blocks the caller until
a connection is present. If the socket is marked as non-blocking and no pending
connections are present on the queue, accept () returns an error as described below.
The accept () function uses the netconfig(4) file to determine the STREAMS
device file name associated with s. This is the device on which the connect indication
will be accepted. The accepted socket, s, is used to read and write data to and from
the socket that connected to #s. It is not used to accept more connections. The original
socket (s) remains open for accepting further connections.

The argument addr is a result parameter that is filled in with the address of the
connecting entity as it is known to the communications layer. The exact format of the
addr parameter is determined by the domain in which the communication occurs.

The argument addrlen is a value-result parameter. Initially, it contains the amount of
space pointed to by addr; on return it contains the length in bytes of the address
returned.

The accept () function is used with connection-based socket types, currently with
SOCK_STREAM.

It is possible to select(3C) or poll(2) a socket for the purpose of an accept () by
selecting or polling it for a read. However, this will only indicate when a connect
indication is pending; it is still necessary to call accept ().

The accept () function returns —1 on error. If it succeeds, it returns a non-negative
integer that is a descriptor for the accepted socket.

accept () will fail if:

EBADF The descriptor is invalid.

ECONNABORTED The remote side aborted the connection before the
accept () operation completed.

EFAULT The addr parameter or the addrlen parameter is invalid.

EINTR The accept () attempt was interrupted by the

delivery of a signal.

EMFILE The per-process descriptor table is full.
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ATTRIBUTES

SEE ALSO

ENODEV

ENOMEM

ENOSR

ENOTSOCK

EOPNOTSUPP

EPROTO

EWOULDBLOCK

accept(3SOCKET)

The protocol family and type corresponding to s could
not be found in the netconfig file.

There was insufficient user memory available to
complete the operation.

There were insufficient STREAMS resources available
to complete the operation.

The descriptor does not reference a socket.
The referenced socket is not of type SOCK_STREAM.

A protocol error has occurred; for example, the
STREAMS protocol stack has not been initialized or the
connection has already been released.

The socket is marked as non-blocking and no
connections are present to be accepted.

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE

ATTRIBUTE VALUE

MT-Level

Safe

poll(2), bind(3SOCKET), connect(3SOCKET), 1isten(3SOCKET), select(3C),
socket .h(BHEAD), socket(3SOCKET), netconfig(4), attributes(b)
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accept(3XNET)
NAME | accept —accept a new connection on a socket

SYNOPSIS | cc [ flag ... 1 file ... -lxnet [ library ... ]

#include <sys/socket.h>

int accept (int socket, struct sockaddr *restrict address, socklen t
*restrict address_len) ;

DESCRIPTION | The accept () function extracts the first connection on the queue of pending
connections, creates a new socket with the same socket type protocol and address
family as the specified socket, and allocates a new file descriptor for that socket.

The function takes the following arguments:

socket Specifies a socket that was created with socket(3XNET), has been
bound to an address with bind(3XNET), and has issued a
successful call to 1isten(3XNET).

address Either a null pointer, or a pointer to a sockaddr structure where
the address of the connecting socket will be returned.

address_len Points to a socklen_t which on input specifies the length of the
supplied sockaddr structure, and on output specifies the length
of the stored address.

If address is not a null pointer, the address of the peer for the accepted connection is
stored in the sockaddr structure pointed to by address, and the length of this address
is stored in the object pointed to by address_len.

If the actual length of the address is greater than the length of the supplied sockaddr
structure, the stored address will be truncated.

If the protocol permits connections by unbound clients, and the peer is not bound,
then the value stored in the object pointed to by address is unspecified.

If the listen queue is empty of connection requests and O_NONBLOCK is not set on
the file descriptor for the socket, accept () will block until a connection is present. If
the 1isten(3XNET) queue is empty of connection requests and O_NONBLOCK is set
on the file descriptor for the socket, accept () will fail and set errno to EAGAIN or
EWOULDBLOCK

The accepted socket cannot itself accept more connections. The original socket remains
open and can accept more connections.

USAGE | When a connection is available, select(3C) will indicate that the file descriptor for
the socket is ready for reading.

RETURN VALUES | Upon successful completion, accept () returns the nonnegative file descriptor of the
accepted socket. Otherwise, —1 is returned and errno is set to indicate the error.

ERRORS | The accept () function will fail if:
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EAGAIN
EWOULDBLOCK

EBADF

ECONNABORTED

EFAULT

EINTR

EINVAL

EMFILE

ENFILE

ENOTSOCK

EOPNOTSUPP

accept(3XNET)

O_NONBLOCK is set for the socket file descriptor and
no connections are present to be accepted.

The socket argument is not a valid file descriptor.
A connection has been aborted.

The address or address_len parameter can not be
accessed or written.

The accept () function was interrupted by a signal
that was caught before a valid connection arrived.

The socket is not accepting connections.

OPEN_MAX file descriptors are currently open in the
calling process.

The maximum number of file descriptors in the system
are already open.

The socket argument does not refer to a socket.

The socket type of the specified socket does not
support accepting connections.

The accept () function may fail if:

ENOBUFS

ENOMEM

ENOSR

EPROTO

No buffer space is available.

There was insufficient memory available to complete
the operation.

There was insufficient STREAMS resources available to
complete the operation.

A protocol error has occurred; for example, the
STREAMS protocol stack has not been initialized.

See attributes(b) for descriptions of the following attributes:

ATTRIBUTE TYPE

ATTRIBUTE VALUE

Interface Stability

Standard

MT-Level

MT-Safe

bind(3XNET), connect(3XNET), 1isten(3XNET), socket(3XNET),
attributes(b), standards(5)
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NAME | ber_decode, ber_alloc_t, ber_free, ber_bvdup, ber_init, ber_flatten, ber_get_next,
ber_skip_tag, ber_peek_tag, ber_scanf, ber_get_int, ber_get_stringa, ber_get_stringal,
ber_get_stringb, ber_get_null, ber_get_boolean, ber_get_bitstring, ber_first_element,
ber_next_element, ber_bvfree, ber_bvecfree — Basic Encoding Rules library decoding
functions

SYNOPSIS | ccl flag... 1 file... -11ldapl library... ]

#include <lber.h>

BerElement *ber alloc_t (int options) ;

struct berval *ber bvdup (struct berval *bv) ;

void ber free (BerElement *ber, int freebuf) ;

BerElement *ber init (struct berval *bv);

int ber flatten (BerElement *ber, struct berval *buPtr) ;
ber get next (Sockbuf *sb, unsigned long *len, char *bv_val) ;
ber skip tag(BerElement **ber, unsigned long **len) ;

ber peek tag(BerElement **ber, unsigned long **len) ;

ber get int (BerElement **ber, long **num) ;

ber get stringb (BerElement **ber, char **buf, unsigned long **len) ;
ber get stringa(BerElement **ber, char ***buf);

ber get stringal (BerElement **ber, struct berval ***bv) ;
ber get null (BerElement **ber) ;

ber get boolean (BerElement **ber, int **bool) ;

ber get bitstringa (BerElement **ber, char ***buf, unsigned long
**blen) ;

ber first element (BerElement **ber, unsigned long **len, char
***cookie) ;

ber next element (BerElement **ber, unsigned long **len, char **cookie) ;
ber scanf (BerElement **ber, char *fmt [, arg..]1);
ber bvfree (struct berval *bv) ;

ber bvecfree (struct berval ***bvec) ;

DESCRIPTION | These functions provide a subfunction interface to a simplified implementation of the
Basic Encoding Rules of ASN.1. The version of BER these functions support is the one
defined for the LDAP protocol. The encoding rules are the same as BER, except that
only definite form lengths are used, and bitstrings and octet strings are always
encoded in primitive form. In addition, these lightweight BER functions restrict tags
and class to fit in a single octet (this means the actual tag must be less than 31). When
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a "tag" is specified in the descriptions below, it refers to the tag, class, and primitive or
constructed bit in the first octet of the encoding. This man page describes the decoding
functions in the lber library. See ber encode(3LDAP) for details on the
corresponding encoding functions.

Normally, the only functions that need be called by an application are

ber get next () to get the next BER element and ber scanf () to do the actual
decoding. In some cases, ber_peek_tag () may also need to be called in normal
usage. The other functions are provided for those applications that need more control
than ber_scanf () provides. In general, these functions return the tag of the element
decoded, or —1 if an error occurred.

The ber_get_next () function is used to read the next BER element from the given
Sockbuf, sb. A Sockbuf consists of the descriptor (usually socket, but a file descriptor
works just as well) from which to read, and a BerElement structure used to maintain a
buffer. On the first call, the sb_ber struct should be zeroed. It strips off and returns the
leading tag byte, strips off and returns the length of the entire element in len, and sets
up ber for subsequent calls to ber_scanf (), and all to decode the element.

The ber_scanf () function is used to decode a BER element in much the same way
that scanf(3C) works. It reads from ber, a pointer to a BerElement such as returned by
ber_get_next( ), interprets the bytes according to the format string fmt, and stores the
results in its additional arguments. The format string contains conversion
specifications which are used to direct the interpretation of the BER element. The
format string can contain the following characters.

-a Octet string. A char ** should be supplied. Memory is allocated,
filled with the contents of the octet string, null-terminated, and
returned in the parameter.

-s Octet string. A char * buffer should be supplied, followed by a
pointer to an integer initialized to the size of the buffer. Upon
return, the null-terminated octet string is put into the buffer, and
the integer is set to the actual size of the octet string.

-0 Octet string. A struct ber_val ** should be supplied, which upon
return points to a memory allocated struct berval containing the
octet string and its length. ber_bvfree () can be called to free the
allocated memory.

-b Boolean. A pointer to an integer should be supplied.
-1 Integer. A pointer to an integer should be supplied.
-B Bitstring. A char ** should be supplied which will point to the

memory allocated bits, followed by an unsigned long *, which will
point to the length (in bits) of the bitstring returned.

-n Null. No parameter is required. The element is simply skipped if it
is recognized.
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-v Sequence of octet strings. A char *** should be supplied, which
upon return points to a memory allocated null-terminated array of
char *’s containing the octet strings. NULL is returned if the
sequence is empty.

-V Sequence of octet strings with lengths. A struct berval *** should
be supplied, which upon return points to a memory allocated,
null-terminated array of struct berval *’s containing the octet
strings and their lengths. NULL is returned if the sequence is
empty. ber bvecfree () can be called to free the allocated

memory.
-x Skip element. The next element is skipped.
-{ Begin sequence. No parameter is required. The initial sequence tag
and length are skipped.
-} End sequence. No parameter is required and no action is taken.
-l Begin set. No parameter is required. The initial set tag and length
are skipped.
-1 End set. No parameter is required and no action is taken.

The ber_get_int () function tries to interpret the next element as an integer,
returning the result in num. The tag of whatever it finds is returned on success, -1 on
failure.

The ber get stringb () function is used to read an octet string into a preallocated
buffer. The len parameter should be initialized to the size of the buffer, and will contain
the length of the octet string read upon return. The buffer should be big enough to
take the octet string value plus a terminating NULL byte.

The ber get stringa () function is used to allocate memory space into which an
octet string is read.

The ber get stringal () function is used to allocate memory space into which an
octet string and its length are read. It takes a struct berval **, and returns the result in
this parameter.

The ber get null () function is used to read a NULL element. It returns the tag of
the element it skips over.

The ber get boolean () function is used to read a boolean value. It is called the
same way that ber_get_int( ) is called.

The ber get bitstringa () function is used to read a bitstring value. It takes a
char ** which will hold the allocated memory bits, followed by an unsigned long *,
which will point to the length (in bits) of the bitstring returned.
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The ber first element () function is used to return the tag and length of the first
element in a set or sequence. It also returns in cookie a magic cookie parameter that
should be passed to subsequent calls to ber next element (), which returns
similar information.

ber alloc t () constructs and returns BerElement. A null pointer is returned on
error. The options field contains a bitwise-or of options which are to be used when
generating the encoding of this BerElement. One option is defined and must always
be supplied:

#define LBER_USE_DER 0x01

When this option is present, lengths will always be encoded in the minimum number
of octets. Note that this option does not cause values of sets and sequences to be
rearranged in tag and byte order, so these functions are not suitable for generating
DER output as defined in X.509 and X.680

The ber init function constructs a BerElement and returns a new BerElement
containing a copy of the data in the bv argument. ber _init returns the null pointer
on error.

ber free () frees a BerElement which is returned from the API calls

ber alloc t() orber init ().Each BerElement must be freed by the caller. The
second argument freebuf should always be set to 1 to ensure that the internal buffer
used by the BER functions is freed as well as the BerElement container itself.

ber bvdup () returns a copy of a berval. The bv_val field in the returned berval points
to a different area of memory as the bv_val field in the argument berval. The null
pointer is returned on error (that is, is out of memory).

The ber flatten routine allocates a struct berval whose contents are BER encoding
taken from the ber argument. The buPtr pointer points to the returned berval, which
must be freed using ber_bvfree (). This routine returns 0 on success and —1 on
error.

EXAMPLE 1 Assume the variable ber contains a lightweight BER encoding of the following
ASN.1 object:

AlmostASearchRequest := SEQUENCE {
baseObject DistinguishedName,
scope ENUMERATED {

baseObject (0),
singleLevel (1),
wholeSubtree (2)

b

derefAliases ENUMERATED {
neverDerefaliases (0),
derefInSearching (1),
derefFindingBaseObj (2),
alwaysDerefAliases (3N)

1

sizelimit INTEGER (0 .. 65535),

timelimit INTEGER (0 .. 65535),
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ERRORS

NOTES

ATTRIBUTES

SEE ALSO

28

EXAMPLE 1 Assume the variable ber contains a lightweight BER encoding of the following

ASN.1 object: (Continued)
attrsOnly BOOLEAN,
attributes SEQUENCE OF AttributeType

EXAMPLE 2 The element can be decoded using ber scanf () as follows.

int scope, ali, size,
char *dn, **attrs;
if ( ber_ scanf( ber,
&size, &time, &attrsonly,

/* error */

time, attrsonly;

"{aiiiib{v}}", &dn, &scope, &ali,

&attrs ) == -1 )

else

/* success */
If an error occurs during decoding, generally these functions return —1.

The return values for all of these functions are declared in the <1ber.h> header file.
Some functions may allocate memory which must be freed by the calling application.

See attributes(5) for a description of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE
Availability SUNWGsl (32-bit)
SUNW.Gslx (64-bit)
Interface Stability Evolving

ber encode(3LDAP)

Yeong, W., Howes, T., and Hardcastle-Kille, S., "Lightweight Directory Access
Protocol", OSI-DS-26, April 1992.

Information Processing - Open Systems Interconnection - Model and Notation -
Service Definition - Specification of Basic Encoding Rules for Abstract Syntax Notation
One, International Organization for Standardization, International Standard 8825.
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SYNOPSIS

DESCRIPTION

ber_encode(3LDAP)

ber_encode, ber_alloc, ber_printf, ber_put_int, ber_put_ostring, ber_put_string,
ber_put_null, ber_put_boolean, ber_put_bitstring, ber_start_seq, ber_start_set,
ber_put_seq, ber_put_set — simplified Basic Encoding Rules library encoding functions

cel flag... 1 file... -1ldapl library... ]

#include <lber.h>

BerElement*ber_alloc () ;

ber printf (BerElement *ber, char *fmt[, arg... 1);
ber put int (BerElement *ber, long num, char tag) ;

ber put ostring(BerElement *ber, char **str, unsigned long len, char
tag) ;

%%,

ber put string(BerElement *ber, char **str, char tag) ;

ber put null (BerElement *ber, char tag) ;

ber put boolean (BerElement *ber, int bool, char tag) ;

ber put bitstring(BerElement *ber, char *str, int blen, char tag) ;
ber start seq(BerElement *ber, char tag) ;

ber start_ set (BerElement *ber, char tag) ;

ber put seq(BerElement *ber) ;

ber put set (BerElement *ber) ;

These functions provide a subfunction interface to a simplified implementation of the
Basic Encoding Rules of ASN.1. The version of BER these functions support is the one
defined for the LDAP protocol. The encoding rules are the same as BER, except that
only definite form lengths are used, and bitstrings and octet strings are always
encoded in primitive form. In addition, these lightweight BER functions restrict tags
and class to fit in a single octet (this means the actual tag must be less than 31). When
a "tag" is specified in the descriptions below, it refers to the tag, class, and primitive or
constructed bit in the first octet of the encoding. This man page describes the encoding
functions in the lber library. See ber_ decode(3LDAP) for details on the
corresponding decoding functions.

Normally, the only functions that need be called by an application are ber alloc (),
to allocate a BER element, and ber_printf () to do the actual encoding. The other
functions are provided for those applications that need more control than

ber printf () provides. In general, these functions return the length of the element
encoded, or —1 if an error occurred.

The ber alloc () function is used to allocate a new BER element.

The ber_printf () function is used to encode a BER element in much the same way
that sprintf (3S) works. One important difference, though, is that some state
information is kept with the ber parameter so that multiple calls can be made to
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ber printf () to append things to the end of the BER element. Ber_printf ()
writes to ber, a pointer to a BerElement such as returned by ber_alloc (). It
interprets and formats its arguments according to the format string fmt. The format
string can contain the following characters:

-b Boolean. An integer parameter should be supplied. A boolean
element is output.

-1 Integer. An integer parameter should be supplied. An integer
element is output.

-B Bitstring. A char * pointer to the start of the bitstring is supplied,
followed by the number of bits in the bitstring. A bitstring element
is output.

-n Null. No parameter is required. A null element is output.

-0 Octet string. A char * is supplied, followed by the length of the

string pointed to. An octet string element is output.

-s Octet string. A null-terminated string is supplied. An octet string
element is output, not including the trailing NULL octet.

-t Tag. An int specifying the tag to give the next element is provided.
This works across calls.

-V Several octet strings. A null-terminated array of char *’s is
supplied. Note that a construct like '{v}’ is required to get an actual
SEQUENCE OF octet strings.

—{ Begin sequence. No parameter is required.
-} End sequence. No parameter is required.
-1& Begin set. No parameter is required.

-1 End set. No parameter is required.

The ber_put_int () function writes the integer element num to the BER element ber.

The ber put boolean () function writes the boolean value given by bool to the BER
element.

The ber_put_bitstring () function writes blen bits starting at str as a bitstring
value to the given BER element. Note that blen is the length in bits of the bitstring.

The ber_put_ostring () function writes len bytes starting at str to the BER element
as an octet string.

The ber put string() function writes the null-terminated string (minus the
terminating ") to the BER element as an octet string.

The ber put null () function writes a NULL element to the BER element.
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The ber_start_seq() function is used to start a sequence in the BER element. The
ber start_set () function works similarly. The end of the sequence or set is
marked by the nearest matching call to ber put seqg() orber put set (),
respectively.

The ber_first_element () function is used to return the tag and length of the firs
element in a set or sequence. It also returns in cookie a magic cookie parameter that
should be passed to subsequent calls to ber next element (), which returns
similar information.

EXAMPLE 1 Assuming the following variable declarations, and that the variables have been
assigned appropriately, an BER encoding of the following ASN.1 object:

AlmostASearchRequest := SEQUENCE {
baseObject DistinguishedName,
scope ENUMERATED {

baseObject (0),
singleLevel (1),
wholeSubtree (2)
.
derefAliases ENUMERATED {
neverDerefaliases (0),
derefInSearching (1),
derefFindingBaseObj (2),
alwaysDerefAliases (3N)
.
sizelimit INTEGER (O 65535) ,
timelimit INTEGER (0 65535) ,
attrsOnly BOOLEAN,
attributes SEQUENCE OF AttributeType

can be achieved like so:

int scope, ali, size, time, attrsonly;
char *dn, **attrs;
/* . fill in values ... */
if ( (ber = ber_alloc( )) == NULLBER )
/* error */
if ( ber_printf( ber, "{siiiib{v}}", dn, scope, ali,
size, time, attrsonly, attrs ) == -1
/* error */
else

/* success */

If an error occurs during encoding, ber _alloc () returns NULL; other functions
generally return —1.

Networking Library Functions
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ATTRIBUTES | See attributes(5) for a description of the following attributes:

32

ATTRIBUTE TYPE

ATTRIBUTE VALUE

Availability SUNWocsl (32-bit)
SUNWGslx (64-bit)
Interface Stability Evolving

SEE ALSO | attributes(b), ber decode(3LDAP)

Protocol", OSI-DS-26, April 1992.

Yeong, W., Howes, T., and Hardcastle-Kille, S., "Lightweight Directory Access

Information Processing - Open Systems Interconnection - Model and Notation -
Service Definition - Specification of Basic Encoding Rules for Abstract Syntax Notation
One, International Organization for Standardization, International Standard 8825.

NOTES | The return values for all of these functions are declared in the <1ber.h> header file.
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SYNOPSIS

DESCRIPTION

RETURN VALUES

ERRORS

bind - bind a name to a socket

bind (3SOCKET)

ce [ flag ... 1 file ... -lsocket -lnsl [ library ... ]

#include <sys/types.h>
#include <sys/socket.h>

int bind(int s, const struct sockaddr *name, int namelen) ;

bind () assigns a name to an unnamed socket. When a socket is created with
socket(3SOCKET), it exists in a name space (address family) but has no name
assigned. bind () requests that the name pointed to by name be assigned to the socket.

If the bind is successful, 0 is returned. A return value of —1 indicates an error, which is
further specified in the global errno.

The bind () call will fail if:

EACCES

EADDRINUSE

EADDRNOTAVAIL

EBADF

EINVAL

EINVAL

ENOSR

ENOTSOCK

The requested address is protected, and

{PRIV_NET PRIVADDR} is not asserted in the effective

set of the current process.
The specified address is already in use.

The specified address is not available on the local
machine.

s is not a valid descriptor.

namelen is not the size of a valid address for the
specified address family.

The socket is already bound to an address.

There were insufficient STREAMS resources for the
operation to complete.

s is a descriptor for a file, not a socket.

The following errors are specific to binding names in the UNIX domain:

EACCES

EIO

EISDIR

ELOOP

ENOENT

ENOTDIR

Search permission is denied for a component of the
path prefix of the pathname in name.

An I/0 error occurred while making the directory
entry or allocating the inode.

A null pathname was specified.

Too many symbolic links were encountered in
translating the pathname in name.

A component of the path prefix of the pathname in
name does not exist.

A component of the path prefix of the pathname in
name is not a directory.
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34

EROFS The inode would reside on a read-only file system.

ATTRIBUTES | See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE

ATTRIBUTE VALUE

MT-Level Safe

SEE ALSO | unlink(2), socket(3SOCKET), attributes(5), privileges(b),

socket . h(3HEAD)

NOTES | Binding a name in the UNIX domain creates a socket in the file system that must be
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NAME
SYNOPSIS

DESCRIPTION

USAGE

RETURN VALUES

ERRORS

bind(3XNET)
bind - bind a name to a socket

ce [ flag ... 1 file ... -1xnet [ library ... ]
#include <sys/socket.h>

int bind (int socket, const struct sockaddr *address, socklen t
address_len) ;

The bind () function assigns an address to an unnamed socket. Sockets created with
socket(3XNET) function are initially unnamed. They are identified only by their
address family.

The function takes the following arguments:
socket Specifies the file descriptor of the socket to be bound.

address Points to a sockaddr structure containing the address to be
bound to the socket. The length and format of the address depend
on the address family of the socket.

address_len Specifies the length of the sockaddr structure pointed to by the
address argument.

The socket in use may require the process to have appropriate privileges to use the
bind () function.

An application program can retrieve the assigned socket name with the
getsockname(3XNET) function.

Upon successful completion, bind () returns 0. Otherwise, -1 is returned and errno
is set to indicate the error.

The bind () function will fail if:

EADDRINUSE The specified address is already in use.

EADDRNOTAVAIL The specified address is not available from the local
machine.

EAFNOSUPPORT The specified address is not a valid address for the
address family of the specified socket.

EBADF The socket argument is not a valid file descriptor.

EFAULT The address argument can not be accessed.

EINVAL The socket is already bound to an address, and the

protocol does not support binding to a new address; or
the socket has been shut down.

ENOTSOCK The socket argument does not refer to a socket.

EOPNOTSUPP The socket type of the specified socket does not
support binding to an address.
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If the address family of the socket is AF_UNIX, then bind () will fail if:

EACCES A component of the path prefix denies search
permission, or the requested name requires writing in a
directory with a mode that denies write permission.

EDESTADDRREQ

EISDIR The address argument is a null pointer.

EIO An I/0O error occurred.

ELOOP Too many symbolic links were encountered in
translating the pathname in address.

ENAMETOOLONG A component of a pathname exceeded NAME_MAX
characters, or an entire pathname exceeded PATH MAX
characters.

ENOENT A component of the pathname does not name an
existing file or the pathname is an empty string.

ENOTDIR A component of the path prefix of the pathname in
address is not a directory.

EROFS The name would reside on a read-only filesystem.

The bind () function may fail if:

EACCES The specified address is protected, and
{PRIV_NET PRIVADOR} is not asserted in the effective
set of the current process.

EINVAL The address_len argument is not a valid length for the
address family.

EISCONN The socket is already connected.

ENAMETOOLONG Pathname resolution of a symbolic link produced an
intermediate result whose length exceeds PATH_MAX.

ENOBUFS Insufficient resources were available to complete the
call.

ENOSR There were insufficient STREAMS resources for the

operation to complete.

ATTRIBUTES | See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Interface Stability Standard

MT-Level MT-Safe
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SEE ALSO | connect(3XNET), getsockname(3XNET), 1isten(3XNET), socket(3XNET),
attributes(5), privileges(5), standards(b)
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NAME

SYNOPSIS

DESCRIPTION

ATTRIBUTES

SEE ALSO

38 man pages section 3

byteorder, htonl, htons, ntohl, ntohs — convert values between host and network byte
order

ce [ flag... 1 file... -lsocket -1nsl [ library... ]
#include <sys/types.h>

#include <netinet/in.h>

#include <inttypes.h>

uint32_t htonl (uint32_t hostlong) ;
uintlé t htons (uintlé t hostshort) ;
uint32 t ntohl (uint32 t netlong) ;

uintl6é t ntohs (uintlé_t mnetshort) ;

These routines convert 16-bit and 32-bit quantities between network byte order and
host byte order. On some architectures these routines are defined as NULL macros in
the include file <netinet/in.h>. On other architectures, the routines are functional
when the host byte order is different from network byte order.

The routines are most often used in conjunction with Internet addresses and ports as
returned by gethostent () and getservent (). See gethostbyname(3NSL) and
getservbyname(3SOCKET).

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

MT-Level Safe

gethostbyname(3NSL), getservbyname(3SOCKET), inet . h(3HEAD),
attributes(b)
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SYNOPSIS

DESCRIPTION

PARAMETERS

ATTRIBUTES

SEE ALSO

cldap_close(3LDAP)
cldap_close — dispose of connectionless LDAP pointer

ccl flag... 1 file... -1ldapl library... ]

#include <lber.h>
#include <ldap.h>

void cldap close (LDAP *Id) ;

The cldap close () function disposes of memory allocated by
cldap open(3LDAP). It should be called when all CLDAP communication is
complete.

Id The LDAP pointer returned by a previous call to
cldap_open(3LDAP).

See attributes(5) for a description of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE
Availability SUNW.Gsl (32-bit)
SUNWGeslx (64-bit)
Interface Stability Evolving

1dap(3LDAP), cldap open(3LDAP), cldap search s(3LDAP),
cldap_setretryinfo(3LDAP)
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NAME
SYNOPSIS

PARAMETERS

DESCRIPTION

ERRORS

ATTRIBUTES

SEE ALSO

cldap_open — LDAP connectionless communication preparation

ccl flag... 1 file... -1ldapl library... ]

#include <lber.h>
#include <ldap.h>

LDAP *cldap open (char *host, int port) ;
host The name of the host on which the LDAP server is running.

port The port number to connect.

The cldap_open () function is called to prepare for connectionless LDAP
communication (over udp(7P)). It allocates an LDAP structure which is passed to
future search requests.

If the default IANA-assigned port of 389 is desired, LDAP_PORT should be specified
for port. host can contain a space-separated list of hosts or addresses to try.
cldap_open () returns a pointer to an LDAP structure, which should be passed to
subsequent calls to cldap search s(BLDAP), cldap setretryinfo(3LDAP), and
cldap close(3LDAP). Certain fields in the LDAP structure can be set to indicate size
limit, time limit, and how aliases are handled during operations. See

ldap open(3LDAP) and <1dap.h> for more details.

If an error occurs, cldap open () will return NULL and errno will be set
appropriately.

See attributes(d) for a description of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE
Availability SUNWocsl (32-bit)
SUNWGslx (64-bit)
Interface Stability Evolving

1dap(3LDAP) cldap_ search s(BLDAP), cldap setretryinfo(3LDAP),
cldap close(3LDAP), attributes(5), udp(7P)
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SYNOPSIS

DESCRIPTION

Retransmission
Algorithm

EXAMPLES

cldap_search_s(3LDAP)
cldap_search_s — connectionless LDAP search

ccl flag... 1 file... -1ldapl library. .. ]

#include <lber.h>
#include <ldap.h>

int cldap_ search s(LDAP *Id, char *base, int scope, char *filter, char
*attrs, int attrsonly, LDAPMessage **tes, char *logdn) ;

The cldap_search_s () function performs an LDAP search using the
Connectionless LDAP (CLDAP) protocol.

cldap_search s () has parameters and behavior identical to that of
ldap_search_s(B3LDAP), except for the addition of the logdn parameter. logdn should
contain a distinguished name to be used only for logging purposed by the LDAP
server. It should be in the text format described by RFC 1779, A String Representation of
Distinguished Names.

cldap_search_s () operates using the CLDAP protocol over udp(7P). Since UDP is
a non-reliable protocol, a retry mechanism is used to increase reliability. The

cldap setretryinfo(3LDAP) function can be used to set two retry parameters:
tries, a count of the number of times to send a search request and timeout, an initial
timeout that determines how long to wait for a response before re-trying. timeout is
specified seconds. These values are stored in the 1d_cldaptries and
1d_cldaptimeout members of the 1d LDAP structure, and the default values set in
ldap open(3LDAP) are 4 and 3 respectively. The retransmission algorithm used is:

Step 1 Set the current timeout to 1d_cldaptimeout seconds, and the
current LDAP server address to the first LDAP server found
during the 1dap_open(3LDAP) call.

Step 2 Send the search request to the current LDAP server address.

Step 3 Set the wait timeout to the current timeout divided by the number
of server addresses found during 1dap open(3LDAP) or to one
second, whichever is larger. Wait at most that long for a response;
if a response is received, STOP. Note that the wait timeout is
always rounded down to the next lowest second.

Step 4 Repeat steps 2 and 3 for each LDAP server address.

Step 5 Set the current timeout to twice its previous value and repeat Steps
2 through 5 a maximum of tries times.

Assume that the default values for tries and timeout of 4 tries and 3 seconds are used.
Further, assume that a space-separated list of two hosts, each with one address, was
passed to c1dap_open(3LDAP). The pattern of requests sent will be (stopping as
soon as a response is received):

Time Search Request Sent To:
+0 Host A try 1
+1  (0+3/2) Host B try 1
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+2  (1+3/2) Host A try 2

+5  (2+6/2) Host B try 2

+8 (5+6/2) Host A try 3

+14 (8+12/2) Host B try 3

+20 (14+12/2) Host A try 4

+32 (20+24/2) Host B try 4

+44 (20+24/2) (give up - no response)

ERRORS | cldap_search s () returns LDAP_SUCCESS if a search was successful and the
appropriate LDAP error code otherwise. See 1dap error(3LDAP) for more
information.

ATTRIBUTES | See attributes(5) for a description of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE
Availability SUNWGsl (32-bit)
SUNWGeslx (64-bit)
Interface Stability Evolving

SEE ALSO | 1dap(3LDAP), 1dap error(3LDAP), 1dap search s(3LDAP),
cldap open(3LDAP), cldap setretryinfo(3LDAP), cldap close(3LDAP),
attributes(5), udp(7P)
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SEE ALSO

cldap_setretryinfo(3LDAP)
cldap_setretryinfo — set connectionless LDAP request retransmission parameters

ccl flag... 1 file... -1ldapl library... ]

#include <lber.h>
#include <ldap.h>

void cldap_ setretryinfo (LDAP *Id, int fries, int timeout) ;

Id LDAP pointer returned from a previous call to
cldap_open(3LDAP).

tries Maximum number of times to send a request.

timeout Initial time, in seconds, to wait before re-sending a request.

The cldap setretryinfo () function is used to set the CLDAP request
retransmission behavior for future cldap search s(3LDAP) calls. The default
values (set by c1dap_ open(3LDAP)) are 4 tries and 3 seconds between tries. See
cldap_search_ s(3LDAP) for a complete description of the retransmission algorithm
used.

See attributes(5) for a description of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Availability SUNWGsl (32-bit)
SUNWGslx (64-bit)

Interface Stability Evolving

1dap(3LDAP), cldap open(3LDAP), cldap search s(3LDAP),
cldap _close(B3LDAP), attributes(5)
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NAME
SYNOPSIS

DESCRIPTION

RETURN VALUES

ERRORS

connect — initiate a connection on a socket

ce [ flag ... 1 file ... -1lsocket -1lnsl [ library ... ]
#include <sys/types.h>
#include <sys/socket.h>

int connect (int s, const struct sockaddr *name, int namelen) ;

The parameter s is a socket. If it is of type SOCK_DGRAM, connect () specifies the peer
with which the socket is to be associated. This address is the address to which
datagrams are to be sent if a receiver is not explicitly designated. This address is the
only address from which datagrams are to be received. If the socket s is of type
SOCK_STREAM, connect () attempts to make a connection to another socket. The
other socket is specified by name. name is an address in the communication space of
the socket. Each communication space interprets the name parameter in its own way. If
s is not bound, then s will be bound to an address selected by the underlying transport
provider. Generally, stream sockets can successfully connect () only once. Datagram
sockets can use connect () multiple times to change their association. Datagram
sockets can dissolve the association by connecting to a null address.

If the connection or binding succeeds, 0 is returned. Otherwise, —1 is returned and sets
errno to indicate the error.

The call fails if:

EACCES Search permission is denied for a component of the
path prefix of the pathname in name.

EADDRINUSE The address is already in use.

EADDRNOTAVAIL The specified address is not available on the remote
machine.

EAFNOSUPPORT Addresses in the specified address family cannot be
used with this socket.

EALREADY The socket is non-blocking, and a previous connection
attempt has not yet been completed.

EBADF s is not a valid descriptor.

ECONNREFUSED The attempt to connect was forcefully rejected. The
calling program should close(2) the socket descriptor,
and issue another socket(3SOCKET) call to obtain a
new descriptor before attempting another connect ()
call.

EINPROGRESS The socket is non-blocking, and the connection cannot
be completed immediately. You can use select(3C) to
complete the connection by selecting the socket for
writing.

EINTR The connection attempt was interrupted before any

data arrived by the delivery of a signal.
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ATTRIBUTES

SEE ALSO

EINVAL

EIO

EISCONN

ELOOP

ENETUNREACH
EHOSTUNREACH

ENOENT

ENOENT

ENOSR

ENXIO

ETIMEDOUT

EWOULDBLOCK

connect(3SOCKET)

namelen is not the size of a valid address for the
specified address family.

An I/0 error occurred while reading from or writing to
the file system.

The socket is already connected.

Too many symbolic links were encountered in
translating the pathname in name.

The network is not reachable from this host.
The remote host is not reachable from this host.

A component of the path prefix of the pathname in
name does not exist.

The socket referred to by the pathname in name does
not exist.

There were insufficient STREAMS resources available to
complete the operation.

The server exited before the connection was complete.

Connection establishment timed out without
establishing a connection.

The socket is marked as non-blocking, and the
requested operation would block.

The following errors are specific to connecting names in the UNIX domain. These
errors might not apply in future versions of the UNIX IPC domain.

ENOTDIR

ENOTSOCK

ENOTSOCK

EPROTOTYPE

A component of the path prefix of the pathname in
name is not a directory.

s is not a socket.
name is not a socket.

The file that is referred to by name is a socket of a type
other than type s. For example, s is a SOCK_DGRAM
socket, while name refers to a SOCK_STREAM socket.

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE

ATTRIBUTE VALUE

MT-Level

Safe

close(2), accept(3SOCKET), get sockname(3SOCKET), select(3C),
socket(3SOCKET), socket .h(BHEAD), attributes(5)
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NAME
SYNOPSIS

DESCRIPTION

connect — connect a socket

ce [ flag ... 1 file ... -lxnet [ library ... ]
#include <sys/socket.h>

int connect (int socket, const struct sockaddr *address, socklen t
address_len) ;

The connect () function requests a connection to be made on a socket. The function
takes the following arguments:

socket Specifies the file descriptor associated with the socket.

address Points to a sockaddr structure containing the peer address. The
length and format of the address depend on the address family of
the socket.

address_len Specifies the length of the sockaddr structure pointed to by the

address argument.

If the socket has not already been bound to a local address, connect () will bind it to
an address which, unless the socket’s address family is AF_UNIX, is an unused local
address.

If the initiating socket is not connection-mode, then connect () sets the socket’s peer
address, but no connection is made. For SOCK_DGRAM sockets, the peer address
identifies where all datagrams are sent on subsequent send(3XNET) calls, and limits
the remote sender for subsequent recv(3XNET) calls. If address is a null address for
the protocol, the socket’s peer address will be reset.

If the initiating socket is connection-mode, then connect () attempts to establish a
connection to the address specified by the address argument.

If the connection cannot be established immediately and O_NONBLOCK is not set for
the file descriptor for the socket, connect () will block for up to an unspecified
timeout interval until the connection is established. If the timeout interval expires
before the connection is established, connect () will fail and the connection attempt
will be aborted. If connect () is interrupted by a signal that is caught while blocked
waiting to establish a connection, connect () will fail and set errno to EINTR, but
the connection request will not be aborted, and the connection will be established
asynchronously.

If the connection cannot be established immediately and O_NONBLOCK is set for the
file descriptor for the socket, connect () will fail and set errno to EINPROGRESS,
but the connection request will not be aborted, and the connection will be established
asynchronously. Subsequent calls to connect () for the same socket, before the
connection is established, will fail and set errno to EALREADY.

When the connection has been established asynchronously, select(3C) and pol1(2)
will indicate that the file descriptor for the socket is ready for writing.
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USAGE

RETURN VALUES

ERRORS

connect(3XNET)

The socket in use may require the process to have appropriate privileges to use the
connect () function.

If connect () fails, the state of the socket is unspecified. Portable applications should
close the file descriptor and create a new socket before attempting to reconnect.

Upon successful completion, connect () returns 0. Otherwise, -1 is returned and
errno is set to indicate the error.

The connect () function will fail if:

EADDRNOTAVAIL The specified address is not available from the local
machine.

EAFNOSUPPORT The specified address is not a valid address for the
address family of the specified socket.

EALREADY A connection request is already in progress for the
specified socket.

EBADF The socket argument is not a valid file descriptor.

ECONNREFUSED The target address was not listening for connections or
refused the connection request.

EFAULT The address parameter can not be accessed.

EINPROGRESS O_NONBLOCK is set for the file descriptor for the

socket and the connection cannot be immediately
established; the connection will be established
asynchronously.

EINTR The attempt to establish a connection was interrupted
by delivery of a signal that was caught; the connection
will be established asynchronously.

EISCONN The specified socket is connection-mode and is already
connected.

ENETUNREACH No route to the network is present.

ENOTSOCK The socket argument does not refer to a socket.

EPROTOTYPE The specified address has a different type than the
socket bound to the specified peer address.

ETIMEDOUT The attempt to connect timed out before a connection
was made.

If the address family of the socket is AF_UNIX, then connect () will fail if:

EIO An I/0 error occurred while reading from or writing to
the file system.
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ATTRIBUTES

ELOOP

ENAMETOOLONG

ENOENT

ENOTDIR

Too many symbolic links were encountered in
translating the pathname in address.

A component of a pathname exceeded NAME MAX
characters, or an entire pathname exceeded PATH MAX
characters.

A component of the pathname does not name an
existing file or the pathname is an empty string.

A component of the path prefix of the pathname in
address is not a directory.

The connect () function may fail if:

EACCES

EADDRINUSE

ECONNRESET

EHOSTUNREACH

EINVAL

ENAMETOOLONG

ENETDOWN

ENOBUFS

ENOSR

EOPNOTSUPP

Search permission is denied for a component of the
path prefix; or write access to the named socket is
denied.

Attempt to establish a connection that uses addresses
that are already in use.

Remote host reset the connection request.

The destination host cannot be reached (probably
because the host is down or a remote router cannot
reach it).

The address_len argument is not a valid length for the
address family; or invalid address family in sockaddr
structure.

Pathname resolution of a symbolic link produced an
intermediate result whose length exceeds PATH MAX.

The local interface used to reach the destination is
down.

No buffer space is available.

There were insufficient STREAMS resources available
to complete the operation.

The socket is listening and can not be connected.

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE

ATTRIBUTE VALUE

Interface Stability

Standard

MT-Level

MT-Safe
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SEE ALSO | close(2), poll(2), accept(3XNET), bind(3XNET), get sockname(3XNET),
select(3C), send(3XNET), shutdown(3XNET), socket(3XNET), attributes(b),
standards(d)
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NAME
SYNOPSIS

DESCRIPTION

dial, undial — establish an outgoing terminal line connection

ce [ flag... 1 file... -1nsl [ library... ]
#include <dial.h>

int dial (CALL call) ;

void undial (int fd) ;

The dial () function returns a file-descriptor for a terminal line open for read /write.
The argument to dial () is a CALL structure (defined in the header <dial.hs).

When finished with the terminal line, the calling program must invoke undial () to
release the semaphore that has been set during the allocation of the terminal device.

CALL is defined in the header <dial.h> and has the following members:

struct termio *attr; /* pointer to termio attribute struct */

int baud; /* transmission data rate */

int speed; /* 212A modem: low=300, high=1200 */

char *1line; /* device name for out-going line */

char *telno; /* pointer to tel-no digits string */

int modem; /* specify modem control for direct lines */
char *device; /* unused */

int dev_len; /* unused */

The CALL element speed is intended only for use with an outgoing dialed call, in
which case its value should be the desired transmission baud rate. The CALL element
baud is no longer used.

If the desired terminal line is a direct line, a string pointer to its device-name should
be placed in the 1ine element in the CALL structure. Legal values for such terminal
device names are kept in the Devices file. In this case, the value of the baud element
should be set to -1. This value will cause dial to determine the correct value from the
<Devices> file.

The telno element is for a pointer to a character string representing the telephone
number to be dialed. Such numbers may consist only of these characters:

0-9 dial 0-9
* dail *
# dail #

= wait for secondary dial tone

- delay for approximately 4 seconds
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RETURN VALUES

FILES

ATTRIBUTES

SEE ALSO

NOTES

dial(3NSL)

The CALL element modem is used to specify modem control for direct lines. This
element should be non-zero if modem control is required. The CALL element attr is a
pointer to a termio structure, as defined in the header <termio.h>. A NULL value
for this pointer element may be passed to the dial function, but if such a structure is
included, the elements specified in it will be set for the outgoing terminal line before
the connection is established. This setting is often important for certain attributes such
as parity and baud-rate.

The CALL elements device and dev_1len are no longer used. They are retained in the
CALL structure for compatibility reasons.

On failure, a negative value indicating the reason for the failure will be returned.
Mnemonics for these negative indices as listed here are defined in the header
<dial.hs>.

INTRPT -1 /* interrupt occurred */

D _HUNG -2 /* dialer hung (no return from write) */
NO_ANS -3 /* no answer within 10 seconds */

ILL BD -4 /* illegal baud-rate */

A_PROB -5 /* acu problem (open( ) failure) */

L _PROB -6 /* line problem (open( ) failure) */
NO_Ldv -7 /* can’t open Devices file */

DV_NT A -8 /* requested device not available */
DV_NT K -9 /* requested device not known */

NO_BD_A -10 /* no device available at requested baud */
NO_BD K -11 /* no device known at requested baud */
DV_NT E -12 /* requested speed does not match */
BAD_SYS -13 /* system not in Systems file*/

/etc/uucp/Devices
/etc/uucp/Systems

/var/spool/uucp/LCK. . tty-device

See attributes(d) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

MT-Level Unsafe

uucp(1C), alarm(2), read(2), write(2), attributes(5), termio(7I)

Including the header <dial.h> automatically includes the header <termio.h>. An
alarm(2) system call for 3600 seconds is made (and caught) within the dial module
for the purpose of “touching” the LCK. . file and constitutes the device allocation
semaphore for the terminal device. Otherwise, uucp(1C) may simply delete the LCK. .
entry on its 90-minute clean-up rounds. The alarm may go off while the user program
is in a read(2) or write(2) function, causing an apparent error return. If the user
program expects to be around for an hour or more, error returns from read () s should
be checked for (errno==EINTR), and the read () possibly reissued.
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This interface is unsafe in multithreaded applications. Unsafe interfaces should be
called only from the main thread.
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SYNOPSIS

DESCRIPTION

doconfig(3NSL)
doconfig — execute a configuration script

ce [ flag ... 1 file ... -1nsl [ library ... ]

# include <sac.h>

int doconfig (int fildes, char *script, long rflag) ;

doconfig () is a Service Access Facility library function that interprets the
configuration scripts contained in the files </etc/saf /pmtag/ configs,
</etc/saf/ sysconfigs, and </etc/saf/pmtag/svctag>, where pmtag specifies
the tag associated with the port monitor, and suctag specifies the service tag associated
with a given service. See pmadm(1M) and sacadm(1M).

script is the name of the configuration script; fildes is a file descriptor that designates
the stream to which stream manipulation operations are to be applied; rflag is a
bitmask that indicates the mode in which script is to be interpreted. If #flag is zero,
all commands in the configuration script are eligible to be interpreted. If rflag has the
NOASSIGN bit set, the assign command is considered illegal and will generate an
error return. If rflag has the NORUN bit set, the run and runwait commands are
considered illegal and will generate error returns.

The configuration language in which script is written consists of a sequence of
commands, each of which is interpreted separately. The following reserved keywords
are defined: assign, push, pop, runwait, and run. The comment character is #;
when a # occurs on a line, everything from that point to the end of the line is ignored.
Blank lines are not significant. No line in a command script may exceed 1024
characters.

assign variable=value
Used to define environment variables. variable is the name of the environment
variable and value is the value to be assigned to it. The value assigned must be a
string constant; no form of parameter substitution is available. value may be quoted.
The quoting rules are those used by the shell for defining environment variables.
assign will fail if space cannot be allocated for the new variable or if any part of
the specification is invalid.

push modulel[, module2, module3, . . .]
Used to push STREAMS modules onto the stream designated by fildes. modulel is
the name of the first module to be pushed, module2 is the name of the second
module to be pushed, etc. The command will fail if any of the named modules
cannot be pushed. If a module cannot be pushed, the subsequent modules on the
same command line will be ignored and modules that have already been pushed
will be popped.

pop [module]
Used to pop STREAMS modules off the designated stream. If pop is invoked with
no arguments, the top module on the stream is popped. If an argument is given,
modules will be popped one at a time until the named module is at the top of the
stream. If the named module is not on the designated stream, the stream is left as it
was and the command fails. If module is the special keyword ALL, then all modules
on the stream will be popped. Note that only modules above the topmost driver are
affected.
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RETURN VALUES

ATTRIBUTES

SEE ALSO

NOTES

runwait command
The runwait command runs a command and waits for it to complete. command is
the pathname of the command to be run. The command is run with /usr/bin/sh
-c prepended to it; shell scripts may thus be executed from configuration scripts.
The runwait command will fail if command cannot be found or cannot be
executed, or if command exits with a non-zero status.

run command
The run command is identical to runwait except that it does not wait for
command to complete. command is the pathname of the command to be run. run
will not fail unless it is unable to create a child process to execute the command.

Although they are syntactically indistinguishable, some of the commands available to
run and runwait are interpreter built-in commands. Interpreter built-ins are used
when it is necessary to alter the state of a process within the context of that process.
The doconfig () interpreter built-in commands are similar to the shell special
commands and, like these, they do not spawn another process for execution. See sh(l).
The built-in commands are:

cd
ulimit
umask

doconfig () returns 0 if the script was interpreted successfully. If a command in the
script fails, the interpretation of the script ceases at that point and a positive number is
returned; this number indicates which line in the script failed. If a system error occurs,
a value of —1 is returned. When a script fails, the process whose environment was
being established should not be started.

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

MT-Level Unsafe

sh(1), pmadm(1M), sacadm(1M), attributes(5)

This interface is unsafe in multithreaded applications. Unsafe interfaces should be
called only from the main thread.
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SYNOPSIS

DESCRIPTION

USAGE

endhostent(3XNET)

endhostent, gethostbyaddr, gethostbyname, gethostent, sethostent — network host
database functions

ce [ flag ... 1 file ... -1xnet [ library ... ]
#include <netdb.h>
extern int h_errno;

void endhostent (void) ;

struct hostent *gethostbyaddr (const void *addr, socklen t len, int
type) ;
struct hostent *gethostbyname (const char *name) ;

struct hostent *gethostent (void) ;

void sethostent (int stayopen) ;

The gethostent (), gethostbyaddr (), and gethostbyname () functions each
return a pointer to a hostent structure, the members of which contain the fields of an
entry in the network host database.

The gethostent () function reads the next entry of the database, opening a
connection to the database if necessary.

The gethostbyaddr () function searches the database and finds an entry which
matches the address family specified by the type argument and which matches the
address pointed to by the addr argument, opening a connection to the database if
necessary. The addr argument is a pointer to the binary-format (that is, not
null-terminated) address in network byte order, whose length is specified by the len
argument. The datatype of the address depends on the address family. For an address
of type AF_INET, thisis an in addr structure, defined in <netinet/in.h>. For an
address of type AF_INETS, there is an in6_addr structure defined in
<netinet/in.h>.

The gethostbyname () function searches the database and finds an entry which
matches the host name specified by the name argument, opening a connection to the
database if necessary. If name is an alias for a valid host name, the function returns
information about the host name to which the alias refers, and name is included in the
list of aliases returned.

The sethostent () function opens a connection to the network host database, and
sets the position of the next entry to the first entry. If the stayopen argument is
non-zero, the connection to the host database will not be closed after each call to
gethostent () (either directly, or indirectly through one of the other gethost* ( )
functions).

The endhostent () function closes the connection to the database.

The gethostent (), gethostbyaddr (), and gethostbyname () functions may
return pointers to static data, which may be overwritten by subsequent calls to any of
these functions.

These functions are generally used with the Internet address family.
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RETURN VALUES

ERRORS

ATTRIBUTES

SEE ALSO

On successful completion, gethostbyaddr (), gethostbyname () and
gethostent () return a pointer to a hostent structure if the requested entry was
found, and a null pointer if the end of the database was reached or the requested entry
was not found. Otherwise, a null pointer is returned.

On unsuccessful completion, gethostbyaddr () and gethostbyname () functions
set li_errno to indicate the error.

No errors are defined for endhostent (), gethostent () and sethostent ().

The gethostbyaddr () and gethostbyname () functions will fail in the following
cases, setting hi_errno to the value shown in the list below. Any changes to errno are
unspecified.

HOST_NOT_FOUND No such host is known.

NO_DATA The server recognised the request and the name but no
address is available. Another type of request to the
name server for the domain might return an answer.

NO_RECOVERY An unexpected server failure occurred which can not
be recovered.

TRY_AGAIN A temporary and possibly transient error occurred,
such as a failure of a server to respond.

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Interface Stability Standard

MT-Level MT-Safe

endservent(3XNET), htonl(3XNET), inet addr(3XNET), attributes(5),
standards(b)
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endnetent(3XNET)

endnetent, getnetbyaddr, getnetbyname, getnetent, setnetent — network database
functions

ce [ flag ... 1 file ... -lxnet [ library ... ]
#include <netdb.h>

void endnetent (void) ; struct netent *getnetbyaddr (in_addr_ t net,
int type) ;

struct netent *getnetbyname (const char *name) ;
struct netent *getnetent (void) ;

void setnetent (int stayopen) ;

The getnetbyaddr (), getnetbyname () and getnetent (), functions each return
a pointer to a netent structure, the members of which contain the fields of an entry in
the network database.

The getnetent () function reads the next entry of the database, opening a
connection to the database if necessary.

The getnetbyaddr () function searches the database from the beginning, and finds
the first entry for which the address family specified by type matches the
n_addrtype member and the network number net matches the n_net member,
opening a connection to the database if necessary. The net argument is the network
number in host byte order.

The getnetbyname () function searches the database from the beginning and finds
the first entry for which the network name specified by name matches the n_name
member, opening a connection to the database if necessary.

The setnetent () function opens and rewinds the database. If the stayopen argument
is non-zero, the connection to the net database will not be closed after each call to
getnetent () (either directly, or indirectly through one of the other getnet* ( )
functions).

The endnetent () function closes the database.

The getnetbyaddr (), getnetbyname () and getnetent (), functions may return
pointers to static data, which may be overwritten by subsequent calls to any of these
functions.

These functions are generally used with the Internet address family.

On successful completion, getnetbyaddr (), getnetbyname () and getnetent (),
return a pointer to a netent structure if the requested entry was found, and a null
pointer if the end of the database was reached or the requested entry was not found.
Otherwise, a null pointer is returned.

No errors are defined.
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ATTRIBUTES | See attributes(5) for descriptions of the following attributes:

58

ATTRIBUTE TYPE

ATTRIBUTE VALUE

Interface Stability Standard

MT-Level MT-Safe

SEE ALSO | attributes(5), standards(5)
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endprotoent(3XNET)

endprotoent, getprotobynumber, getprotobyname, getprotoent, setprotoent — network
protocol database functions

ce [ flag ... 1 file ... -lxnet [ library ... ]
#include <netdb.h>

void endprotoent (void) ;

struct protoent *getprotobyname (const char *name) ;
struct protoent *getprotobynumber (int profo) ;
struct protoent *getprotoent (void) ;

void setprotoent (int stayopen) ;

The getprotobyname (), getprotobynumber () and getprotoent (), functions
each return a pointer to a protoent structure, the members of which contain the
fields of an entry in the network protocol database.

The getprotoent () function reads the next entry of the database, opening a
connection to the database if necessary.

The getprotobyname () function searches the database from the beginning and
finds the first entry for which the protocol name specified by name matches the
p_name member, opening a connection to the database if necessary.

The getprotobynumber () function searches the database from the beginning and
finds the first entry for which the protocol number specified by number matches the
p_proto member, opening a connection to the database if necessary.

The setprotoent () function opens a connection to the database, and sets the next
entry to the first entry. If the stayopen argument is non-zero, the connection to the
network protocol database will not be closed after each call to getprotoent ()
(either directly, or indirectly through one of the other getproto* ( ) functions).

The endprotoent () function closes the connection to the database.

The getprotobyname (), getprotobynumber () and getprotoent () functions
may return pointers to static data, which may be overwritten by subsequent calls to
any of these functions.

These functions are generally used with the Internet address family.

On successful completion, getprotobyname (), getprotobynumber () and
getprotoent () functions return a pointer to a protoent structure if the requested
entry was found, and a null pointer if the end of the database was reached or the
requested entry was not found. Otherwise, a null pointer is returned.

No errors are defined.
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ATTRIBUTES | See attributes(5) for descriptions of the following attributes:
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ATTRIBUTE TYPE

ATTRIBUTE VALUE

Interface Stability Standard

MT-Level MT-Safe

SEE ALSO | attributes(5), standards(5)
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endservent(3XNET)

endservent, getservbyport, getservbyname, getservent, setservent — network services
database functions

ce [ flag ... 1 file ... -lxnet [ library ... ]
#include <netdb.h>

void endservent (void) ;

struct servent *getservbyname (const char *name, const char *profo) ;
struct servent *getservbyport (int port, const char *proto) ;

struct servent *getservent (void) ;

void setservent (int stayopen) ;

The getservbyname (), getservbyport () and getservent () functions each
return a pointer to a servent structure, the members of which contain the fields of an
entry in the network services database.

The getservent () function reads the next entry of the database, opening a
connection to the database if necessary.

The getservbyname () function searches the database from the beginning and finds
the first entry for which the service name specified by name matches the s_name
member and the protocol name specified by proto matches the s proto member,
opening a connection to the database if necessary. If proto is a null pointer, any value of
the s_proto member will be matched.

The getservbyport () function searches the database from the beginning and finds
the first entry for which the port specified by port matches the s_port member and
the protocol name specified by proto matches the s_proto member, opening a
connection to the database if necessary. If proto is a null pointer, any value of the
s_proto member will be matched. The port argument must be in network byte order.

The setservent () function opens a connection to the database, and sets the next
entry to the first entry. If the stayopen argument is non-zero, the net database will not
be closed after each call to the getservent () function, either directly, or indirectly
through one of the other getserv* () functions.

The endservent () function closes the database.

The port argument of get servbyport () need not be compatible with the port values
of all address families.

The getservent (), getservbyname () and getservbyport () functions may
return pointers to static data, which may be overwritten by subsequent calls to any of
these functions.

These functions are generally used with the Internet address family.
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RETURN VALUES | On successful completion, get servbyname (), getservbyport () and
getservent () return a pointer to a servent structure if the requested entry was
found, and a null pointer if the end of the database was reached or the requested entry
was not found. Otherwise, a null pointer is returned.

ERRORS | No errors are defined.

ATTRIBUTES | See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Interface Stability Standard

MT-Level MT-Safe

SEE ALSO | endhostent(3XNET), endprotoent(3XNET), htonl(3XNET), inet addr(3XNET),
attributes(5), standards(5)
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ethers(3SOCKET)

ethers, ether_ntoa, ether_aton, ether_ntohost, ether_hostton, ether_line — Ethernet
address mapping operations

ce [ flag ... 1 file ... -1lsocket -lnsl [ library ... ]
#include <sys/types.h>
#include <sys/ethernet.h>

char *ether ntoa(const struct ether addr *e);
struct ether addr *ether aton (const char *s);
int ether ntohost (char *hostname, const struct ether addr *e);
int ether hostton(const char *hostname, struct ether addr *e);

int ether line(const char *I, struct ether addr *e, char *hostname) ;

These routines are useful for mapping 48 bit Ethernet numbers to their ASCII
representations or their corresponding host names, and vice versa.

The function ether_ntoa () converts a 48 bit Ethernet number pointed to by e to its
standard ASCII representation; it returns a pointer to the ASCII string. The
representation is of the form x : x : x : x: x: x where x is a hexadecimal number
between 0 and ££. The function ether aton () converts an ASCII string in the
standard representation back to a 48 bit Ethernet number; the function returns NULL if
the string cannot be scanned successfully.

The function ether_ntohost () maps an Ethernet number (pointed to by e) to its
associated hostname. The string pointed to by hostname must be long enough to hold
the hostname and a NULL character. The function returns zero upon success and
non-zero upon failure. Inversely, the function ether_hostton () maps a hostname
string to its corresponding Ethernet number; the function modifies the Ethernet
number pointed to by e. The function also returns zero upon success and non-zero
upon failure. In order to do the mapping, both these functions may lookup one or
more of the following sources: the ethers file, the NIS maps ethers.byname and
ethers.byaddr and the NIS+ table ethers. The sources and their lookup order are
specified in the /etc/nsswitch. conf file. See nsswitch. conf(4) for details.

The function ether line () scans a line, pointed to by /, and sets the hostname and
the Ethernet number, pointed to by e. The string pointed to by hostname must be long
enough to hold the hostname and a NULL character. The function returns zero upon
success and non-zero upon failure. The format of the scanned line is described by
ethers(4).

/etc/ethers Ethernet address to hostname database or domain

/etc/nsswitch.conf configuration file for the name service switch
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ATTRIBUTES | See attributes(5) for descriptions of the following attributes:

64

ATTRIBUTE TYPE

ATTRIBUTE VALUE

MT-Level

MT-Safe

SEE ALSO | ethers(4), nsswitch.conf(4), attributes(b)
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freeaddrinfo(3XNET)

freeaddrinfo, getaddrinfo — get address information

ce [ flag ... 1 file ... -1xnet [ library ... ]
#include <sys/socket.h>
#include <netdb.h>

void freeaddrinfo (struct addrinfo *ai) ;

int getaddrinfo (const char *restrict nodename, const char
*restrict servname, const struct addrinfo *restrict hints,
struct addrinfo **restrict res) ;

The freeaddrinfo () function frees one or more addrinfo structures returned by
getaddrinfo (), along with any additional storage associated with those structures.
If the ai_next member of the structure is not null, the entire list of structures is freed.
The freeaddrinfo () function supports the freeing of arbitrary sublists of an
addrinfo list originally returned by getaddrinfo ().

The getaddrinfo () function translates the name of a service location (for example,
a host name) and/or a service name and returns a set of socket addresses and
associated information to be used in creating a socket with which to address the
specified service.

The nodename and servname arguments are either null pointers or pointers to
null-terminated strings. One or both of these two arguments are supplied by the
application as a non-null pointer.

The format of a valid name depends on the address family or families. If a specific
family is not given and the name could be interpreted as valid within multiple
supported families, the implementation attempts to resolve the name in all supported
families and, in absence of errors, one or more results are returned.

If the nodename argument is not null, it can be a descriptive name or can be an address
string. If the specified address family is AF_ INET, AF_INET6, or AF_UNSPEC, valid
descriptive names include host names. If the specified address family is AF_INET or
AF_UNSPEC, address strings using Internet standard dot notation as specified in
inet addr(3XNET) are valid.

If the specified address family is AF INET6 or AF_UNSPEC, standard IPv6 text forms
described in inet ntop(3XNET) are valid.

If nodename is not null, the requested service location is named by nodename; otherwise,
the requested service location is local to the caller.

If servname is null, the call returns network-level addresses for the specified nodename.
If servname is not null, it is a null-terminated character string identifying the requested
service. This string can be either a descriptive name or a numeric representation
suitable for use with the address family or families. If the specified address family is
AF INET,AF INET6, or AF_UNSPEC, the service can be specified as a string
specifying a decimal port number.
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If the hints argument is not null, it refers to a structure containing input values that can
direct the operation by providing options and by limiting the returned information to
a specific socket type, address family and/or protocol. In this hints structure every
member other than ai_flags,ai family,ai socktype,and ai_ protocol is set
to 0 or a null pointer. A value of AF_UNSPEC for ai_family means that the caller
accepts any address family. A value of 0 for ai_socktype means that the caller
accepts any socket type. A value of 0 for ai_protocol means that the caller accepts
any protocol. If hints is a null pointer, the behavior is as if it referred to a structure
containing the value 0 for the ai flags, ai socktype, and ai protocol
members, and AF_UNSPEC for the ai family member.

The ai flags member to which the hints parameter points is set to 0 or be the
bitwise-inclusive OR of one or more of the values AI_PASSIVE, AI CANONNAME,
AT NUMERICHOST, and AT NUMERICSERV.

If the AT PASSIVE flag is specified, the returned address information is suitable for
use in binding a socket for accepting incoming connections for the specified service. In
this case, if the nodename argument is null, then the IP address portion of the socket
address structure is set to INADDR_ANY for an IPv4 address or IN6ADDR_ANY INIT
for an IPv6 address. If the AI PASSIVE flag is not specified, the returned address
information is suitable for a call to connect(3XNET) (for a connection-mode protocol)
or for a call to connect (), sendto(3XNET), or sendmsg(3XNET) (for a
connectionless protocol). In this case, if the nodename argument is null, then the IP
address portion of the socket address structure is set to the loopback address.

If the AI_CANONNAME flag is specified and the nodename argument is not null, the
function attempts to determine the canonical name corresponding to nodename (for
example, if nodename is an alias or shorthand notation for a complete name).

If the AT_NUMERICHOST flag is specified, then a non-null nodename string supplied is a
numeric host address string. Otherwise, an EAI NONAME error is returned. This flag
prevents any type of name resolution service (for example, the DNS) from being
invoked.

If the AT NUMERICSERY flag is specified, then a non-null servname string supplied is a
numeric port string. Otherwise, an EAI NONAME error is returned. This flag prevents
any type of name resolution service (for example, NIS+) from being invoked.

If the AI_V4MAPPED flag is specified along with an ai_family of AF_INET6, then
getaddrinfo () returns IPv4-mapped IPv6 addresses on finding no matching IPv6
addresses (ai_addrlenis 16). The AI_V4MAPPED flag is ignored unless ai_family
equals AF_INETé6. If the AI_ALL flag is used with the AI_V4MAPPED flag, then
getaddrinfo () returns all matching IPv6 and IPv4 addresses. The AT ALL flag
without the AT V4MAPPED flag is ignored.
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The ai_socktype member to which argument hints points specifies the socket type
for the service, as defined in socket(3XNET). If a specific socket type is not given (for
example, a value of 0) and the service name could be interpreted as valid with
multiple supported socket types, the implementation attempts to resolve the service
name for all supported socket types and, in the absence of errors, all possible results
are returned. A non-zero socket type value limits the returned information to values
with the specified socket type.

If the ai_family member to which hints points has the value AF_UNSPEC, addresses
are returned for use with any address family that can be used with the specified
nodename and/or servname. Otherwise, addresses are returned for use only with the
specified address family. If ai family is not AF UNSPEC and ai protocol isnot 0,
then addresses are returned for use only with the specified address family and
protocol; the value of ai_protocol is interpreted as in a call to the socket ()
function with the corresponding values of ai_family and ai_protocol.

A Q return value for getaddrinfo () indicates successful completion; a non-zero
return value indicates failure. The possible values for the failures are listed in the
ERRORS section.

Upon successful return of getaddrinfo (), the location to which res points refers to
a linked list of addrinfo structures, each of which specifies a socket address and
information for use in creating a socket with which to use that socket address. The list
includes at least one addrinfo structure. The ai next member of each structure
contains a pointer to the next structure on the list, or a null pointer if it is the last
structure on the list. Each structure on the list includes values for use with a call to the
socket function, and a socket address for use with the connect function or, if the
AI_PASSIVE flag was specified, for use with the bind(8XNET) function. The

ai family,ai socktype, and ai_protocol members are usable as the
arguments to the socket () function to create a socket suitable for use with the
returned address. The ai_addr and ai_addrlen members are usable as the
arguments to the connect () or bind () functions with such a socket, according to
the AT _PASSIVE flag.

If nodename is not null, and if requested by the AI_CANONNAME flag, the

al canonname member of the first returned addrinfo structure points to a
null-terminated string containing the canonical name corresponding to the input
nodename. If the canonical name is not available, then ai canonname refers to the
nodename argument or a string with the same contents. The contents of the ai_flags
member of the returned structures are undefined.

All members in socket address structures returned by getaddrinfo () that are not
filled in through an explicit argument (for example, sin6_flowinfo) are set to 0,
making it easier to compare socket address structures.

The getaddrinfo () function will fail if:

EAI_AGAIN The name could not be resolved at this time. Future attempts
might succeed.

Networking Library Functions 67



freeaddrinfo(3XNET)

EATI BADFLAGS

EAT FAIL

EAT FAMILY

EATI MEMORY

EAT NONAME

EAT SERVICE

EAT SOCKTYPE
EAT SYSTEM

EATI OVERFLOW

The ai_flags member of the addrinfo structure had an invalid
value.

A non-recoverable error occurred when attempting to resolve the
name.

The address family was not recognized.

There was a memory allocation failure when trying to allocate
storage for the return value.

he name does not resolve for the supplied parameters. Neither
nodename nor servname were supplied. At least one of these must be
supplied.

The service passed was not recognized for the specified socket
type.
The intended socket type was not recognized.

A system error occurred. The error code can be found in errno.

An argument buffer overflowed.

USAGE | If the caller handles only TCP and not UDP, for example, then the ai_protocol

is called.

member of the hints structure should be set to IPPROTO_TCP when getaddrinfo ()

If the caller handles only IPv4 and not IPv6, then the ai_family member of the hints
structure should be set to AF_INET when getaddrinfo () is called.

ATTRIBUTES | See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Interface Stability

Standard

MT-Level

MT-Safe

SEE ALSO | connect(3XNET), gai_strerror(3XNET), gethostbyname(3XNET),

getnameinfo(3XNET), getservbyname(3XNET), inet addr(3XNET),
inet ntop(3XNET), socket(3XNET), attributes(d), standards(b)
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gai_strerror(3XNET)
gai_strerror — address and name information error description

ce [ flag ... 1 file ... -1xnet [ library ... ]
#include <netdb.h>

const char *gai_ strerror (int ecode) ;

The gai_strerror () function returns a text string describing an error value for the
getaddrinfo(3XNET) and getnameinfo(3XNET) functions listed in the
<netdb.h> header.

When the ecode argument is one of the following values listed in the <netdb.h>
header:

EAT AGAIN
EAT BADFLAGS
EAT FAIL

EAI FAMILY
EAT MEMORY
EAT NONAME
EATI SERVICE
EAI SOCKTYPE

EATI SYSTEM

the function return value points to a string describing the error. If the argument is not
one of those values, the function returns a pointer to a string whose contents indicate
an unknown error.

Upon successful completion, gai_strerror () returns a pointer to a string
describing the error value.

No errors are defined.

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Interface Stability Standard

MT-Level MT-Safe

getaddrinfo(3XNET), getnameinfo(3XNET), attributes(5), standards(b)
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NAME | getaddrinfo, getnameinfo, freeaddrinfo, gai_strerror — translate between node name
and address

SYNOPSIS | cc [flag ...] file... -lsocket -lnsl [library ...]
#include <sys/socket.h>
#include <netdb.h>

int getaddrinfo (const char *nodename, const char *servname, const
struct addrinfo *hints, struct addrinfo **res) ;

int getnameinfo (const struct sockaddr *sa, socklen t salen, char
*host, size t hostlen, char *serv, size t servlen, int flags) ;

void freeaddrinfo (struct addrinfo *ai) ;

char *gai strerror (int errcode) ;

DESCRIPTION | These functions perform translations from node name to address and from address to
node name in a protocol-independent manner.

The getaddrinfo () function performs the node name to address translation. The
nodename and servname arguments are pointers to null-terminated strings or NULL. One
or both of these arguments must be a non-null pointer. In the normal client scenario,
both the nodename and servname are specified. In the normal server scenario, only the
servname is specified.

A non-null nodename string can be a node name or a numeric host addrss string. The
nodename can also be an IPv6 zone-id in the form:

<address>%<zone-id>

The address is the literal IPv6 link-local address or host name of the destination. The
zone-id is the interface ID of the IPv6 link used to send the packet. The zone-id can
either be a numeric value, indicating a literal zone value, or an interface name such as
hme0.

A non-null servname string can be either a service name or a decimal port number.

The caller can optionally pass an addrinfo structure, pointed to by the hints
argument, to provide hints concerning the type of socket that the caller supports.

The addrinfo structure is defined as:

struct addrinfo {

int ai_flags; /* AI_ PASSIVE, AI_CANONNAME,
AI_NUMERICHOST, AI_NUMERICSERV
AI V4MAPPED, AI ALL, AI_ADDRCONFIG */

int ai family; /* PF _xxx */

int ai_socktype; /* SOCK_xxx */

int ai_protocol; /* 0 or IPPROTO_xxx for IPv4 and IPvé */
socklen t ai_addrlen; /* length of ai_addr */

char *al_ canonname; /* canonical name for nodename */

struct sockaddr *ai_addr; /* binary address */

struct addrinfo *ai next; /* next structure in linked list */

}i
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In this hints structure, all members other than ai_flags,ai family, ai socktype,
and ai protocol must be 0 or a null pointer. A value of PF_UNSPEC for ai family
indicates that the caller will accept any protocol family. A value of 0 for ai socktype
indicates that the caller will accept any socket type. A value of 0 for ai_protocol
indicates that the caller will accept any protocol. For example, if the caller handles
only TCP and not UDP, then the ai_socktype member of the hints structure should
be set to SOCK_STREAM when getaddrinfo () is called. If the caller handles only
IPv4 and not IPv6, then the ai family member of the hints structure should be set to
PF_INET when getaddrinfo () is called. If the third argument to getaddrinfo ()
is a null pointer, it is as if the caller had filled in an addrinfo structure initialized to 0
with ai family set to PF_UNSPEC.

Upon success, a pointer to a linked list of one or more addrinfo structures is
returned through the final argument. The caller can process each addrinfo structure
in this list by following the ai_next pointer, until a null pointer is encountered. In
each returned addrinfo structure the three members ai family, ai socktype,
and ai_protocol are the corresponding arguments for a call to the
socket(3SOCKET) function. In each addrinfo structure the ai _addr member
points to a filled-in socket address structure whose length is specified by the
ai_addrlen member.

If the AI_PASSIVE bit is set in the ai_flags member of the hints structure, the caller
plans to use the returned socket address structure in a call to bind(3SOCKET). In this
case, if the nodename argument is a null pointer, the IP address portion of the socket
address structure will be set to INADDR ANY for an IPv4 address or
IN6ADDR ANY INIT for an IPv6 address.

If the AT PASSIVE bit is not set in the ai flags member of the hints structure, then
the returned socket address structure will be ready for a call to connect(3SOCKET)
(for a connection-oriented protocol) or either connect(3SOCKET),
sendto(3SOCKET), or sendmsg(3SOCKET) (for a connectionless protocol). If the
nodename argument is a null pointer, the IP address portion of the socket address
structure will be set to the loopback address.

If the AT CANONNAME bit is set in the ai_flags member of the hints structure, then
upon successful return the ai canonname member of the first addrinfo structure in
the linked list will point to a null-terminated string containing the canonical name of
the specified nodename.

If the AT NUMERICHOST bit is set in the ai flags member of the hints structure,
then a non-null nodename string must be a numeric host address string. Otherwise an
error of EAI_NONAME is returned. This flag prevents any type of name resolution
service (such as DNS) from being called.

If the AT_NUMERICSERV flag is specified, then a non-null servname string supplied
shall be a numeric port string. Otherwise, an [EAI_NONAME] error is returned. This
flag prevents any type of name resolution service (for example, NIS+) from being
invoked.
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If the AT_V4MAPPED flag is specified along with an ai_family of AF_INETS6, then
getaddrinfo () returns IPv4-mapped IPv6 addresses on finding no matching IPv6
addresses (ai_addrlen shall be 16). For example, if no AAAA records are found
when using DNS, a query is made for A records. Any found records are returned as
IPv4-mapped IPv6 addresses.

The AT_V4MAPPED flag is ignored unless ai_family equals AF_INETS6.

If the AT ALL flag is used with the AI_ VAMAPPED flag, then getaddrinfo ()
returns all matching IPv6 and IPv4 addresses. For example, when using the DNS,
queries are made for both AAAA records and A records, and getaddrinfo () returns
the combined results of both queries. Any IPv4 addresses found are returned as
IPv4-mapped IPv6 addresses.

The AI_ALL flag without the AI_V4MAPPED flag is ignored.

When ai_family is not specified (AF_UNSPEC), AI_V4MAPPED and AI_ALL flags are
used only if AF_INETS6 is supported.

If the AT ADDRCONFIG flag is specified, IPv4 addresses are returned only if an IPv4
address is configured on the local system, and IPv6 addresses are returned only if an
IPv6 address is configured on the local system. For this case, the loopback address is
not considered to be as valid as a configured address. For example, when using the
DNS, a query for AAAA records should occur only if the node has at least one IPv6
address configured (other than IPv6 loopback) and a query for A records should occur
only if the node has at least one IPv4 address configured (other than the IPv4
loopback).

All of the information returned by getaddrinfo () is dynamically allocated: the
addrinfo structures as well as the socket address structures and canonical node
name strings pointed to by the addrinfo structures. The freeaddrinfo () function
is called to return this information to the system the function. For freeaddrinfo (),
the addrinfo structure pointed to by the ai argument is freed, along with any
dynamic storage pointed to by the structure. This operation is repeated until a null
ai_next pointer is encountered.

To aid applications in printing error messages based on the EAT_* codes returned by
getaddrinfo (), the gai strerror () is defined. The argument is one of the EAT *
values defined below and the return value points to a string describing the error. If the
argument is not one of the EAI_* values, the function still returns a pointer to a string
whose contents indicate an unknown error.

The getnameinfo () function looks up an IP address and port number provided by
the caller in the name service database and system-specific database, and returns text
strings for both in buffers provided by the caller. The function indicates successful
completion by a 0 return value; a non-zero return value indicates failure.

The first argument, sa, points to either a sockaddr_in structure (for IPv4) or a
sockaddr_iné structure (for IPv6) that holds the IP address and port number. The
salen argument gives the length of the sockaddr_in or sockaddr_iné structure.
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The function returns the node name associated with the IP address in the buffer
pointed to by the host argument.

The function can also return the IPv6 zone-id in the form:

<address>%<zone-id>

The caller provides the size of this buffer with the hostlen argument. The service name
associated with the port number is returned in the buffer pointed to by serv, and the
servlen argument gives the length of this buffer. The caller specifies not to return either
string by providing a 0 value for the hostlen or servlen arguments. Otherwise, the caller
must provide buffers large enough to hold the node name and the service name,
including the terminating null characters.

To aid the application in allocating buffers for these two returned strings, the
following constants are defined in <netdb.h>:

#define NI_MAXHOST 1025
#define NI_MAXSERV 32

The final argument is a flag that changes the default actions of this function. By
default, the fully-qualified domain name (FQDN) for the host is looked up in the name
service database and returned. If the flag bit NI_NOFQDN is set, only the node name
portion of the FQDN is returned for local hosts.

If the flag bit NI _NUMERICHOST is set, or if the host’s name cannot be located in the
name service, the numeric form of the host’s address is returned instead of its name,
for example, by calling inet_ntop () (see inet(3SOCKET)) instead of
getipnodebyname(3SOCKET). If the flag bit NI NAMEREQD is set, an error is
returned if the host’s name cannot be located in the name service database.

If the flag bit NI_NUMERICSERYV is set, the numeric form of the service address is
returned (for example, its port number) instead of its name. The two NI NUMERIC*
flags are required to support the -n flag that many commands provide.

A fifth flag bit, NI_DGRAM, specifies that the service is a datagram service, and causes
getservbyport(3SOCKET) to be called with a second argument of udp instead of
the default tcp. This is required for the few ports (for example, 512-514) that have
different services for UDP and TCP.

These NI_* flags are defined in <netdb.h> along with the AT * flags already defined
for getaddrinfo ().

For getaddrinfo (), if the query is successful, a pointer to a linked list of one or
more addrinfo structures is returned by the fourth argument and the function
returns 0. The order of the addresses returned i nthe fourth argument is discussed in
the ADDRESS ORDERING section. If the query fails, a non-zero error code will be
returned. For getnameinfo (), if successful, the strings hostname and service are
copied into host and serv, respectively. If unsuccessful, zero values for either hostlen or
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Address Ordering
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servlen will suppress the associated lookup; in this case no data is copied into the
applicable buffer. If gai_strerror () is successful, a pointer to a string containing an
error message appropriate for the EAI_* errors is returned. If errcode is not one of the
EAI_*values, a pointer to a string indicating an unknown error is returned.

AF_INET6 addresses returned by the fourth argument of getaddrinfo () are
ordered according to the algorithm described in RFC 3484, Default Address Selection for
Internet Protocol version 6 (IPv6). The addresses are ordered using a list of pair-wise
comparison rules which are applied in order. If a rule determines that one address is
better than another, the remaining rules are irrelevant to the comparison of those two
addresses. If two addresses are equivalent according to one rule, the remaining rules
act as a tie-breaker. The address ordering list of pair-wise comparison rules follow

below:

Avoid unusable destinations.

Prefer a destination that is reachable through
the IP routing table.

Prefer matching scope.

Prefer a destination whose scope is equal to
the scope of its source address. See inet6(7P)
for the definition of scope used by this rule.

Avoid link-local source.

Avoid selecting a link-local source address
when the destination address is not a
link-local address.

Avoid deprecated addresses.

Prefer a destination that is not deprecated
(IFF_DEPRECATED).

Prefer matching label. This rule uses labels
that are obtained through the IPv6 default
address selection policy table. See
ipaddrsel(1M) for a description of the
default contents of the table and how the table
is configured.

Prefer a destination whose label is equal to the
label of its source address.

Prefer higher precedence. This rule uses
precedence values that are obtained through
the IPv6 default address selection policy table.
See ipaddrsel(1M) for a description of the
default contents of the table and how the table
is configured.

Prefer the destination whose precedence is
higher than the other destination.

Prefer native transport.

Prefer a destination if the interface that is used
for sending packets to that destination is not
an IP over IP tunnel.

Prefer smaller scope. See inet6(7P) for the
definition of this rule.

Prefer the destination whose scope is smaller
than the other destination.
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Use longest matching prefix.

When the two destinations belong to the same
address family, prefer the destination that has
the longer matching prefix with its source
address.

The following names are the error values returned by getaddrinfo () and are

defined in <netdb.h>:
EAT ADDRFAMILY
EATI AGAIN

EATI BADFLAGS

EATI FAIL

EAT FAMILY

EAI MEMORY

EATI NODATA

EAT NONAME

EAT SERVICE
EATI SOCKTYPE
EATI OVERFLOW
EATI SYSTEM
/etc/inet/hosts

/etc/inet/ipnodes

/etc/netconfig

/etc/nsswitch.conf

Address family for nodename is not supported.
Temporary failure in name resolution has occurred .
Invalid value specified for ai_flags.

Non-recoverable failure in name resolution has
occurred.

The ai_family is not supported.

Memory allocation failure has occurred.

No address is associated with nodename.

Neither nodename nor servname is provided or known.
The servname is not supported for ai_socktype.
The ai_socktype is not supported.

Argument buffer has overflowed.

System error was returned in errno.

host name database

local database that associates names of nodes with IP
addresses

network configuration database

configuration file for the name service switch

See attributes(5) for description of the following attributes:

ATTRIBUTE TYPE

ATTRIBUTE VALUE

MT-Level

MT-Safe with exceptions

ipaddrsel(1M), gethostbyname(3NSL), get ipnodebyname(3SOCKET),
htonl(3SOCKET), inet(3SOCKET), netdb.h(3HEAD), socket(3SOCKET),
hosts(4), ipnodes(4), nsswitch.conf(4), inet6(7P)

Draves, R. RFC 3484, Default Address Selection for Internet Protocol version 6 (IPv6).
Network Working Group. February 2003.
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NAME | gethostbyname, gethostbyname_r, gethostbyaddr, gethostbyaddr_r, gethostent,
gethostent_r, sethostent, endhostent — get network host entry

SYNOPSIS | cc [ flag... 1 file... -1lnsl [ library... ]
#include <netdb.h>

struct hostent *gethostbyname (const char *name, int main, int argc,
const char **argu) ;

struct hostent *gethostbyname r (const char *name, struct hostent
*result, char *buffer, int buflen, int *h_errnop) ;

struct hostent *gethostbyaddr (const char *addr, int len, int type) ;

struct hostent *gethostbyaddr r (const char *addr, int length, int
type, struct hostent *result, char *buffer, int buflen, int
*h_errnop) ;

struct hostent *gethostent (void) ;

struct hostent *gethostent r(struct hostent *result, char *buﬁer,
int buflen, int *h_errnop) ;

int sethostent (int stayopen) ;

int endhostent (void) ;

DESCRIPTION | These functions are used to obtain entries describing hosts. An entry can come from
any of the sources for hosts specified in the /etc/nsswitch. conf file. See
nsswitch.conf(4). These functions have been superseded by
getipnodebyname(3SOCKET), get ipnodebyaddr(3SOCKET), and
getaddrinfo(3SOCKET), which provide greater portability to applications when
multithreading is performed or technologies such as IPv6 are used. For example, the
functions described in the following cannot be used with applications targeted to
work with IPv6.

The gethostbyname () function searches for information for a host with the
hostname specified by the character-string parameter name.

The gethostbyaddr () function searches for information for a host with a given host
address. The parameter type specifies the family of the address. This should be one of
the address families defined in <sys/socket . h>. See the NOTES section for more
information. Also see the EXAMPLES section for information on how to convert an
Internet IP address notation that is separated by periods (.) into an addr parameter. The
parameter len specifies the length of the buffer indicated by addr.

All addresses are returned in network order. In order to interpret the addresses,
byteorder(3SOCKET) must be used for byte order conversion.

The sethostent (), gethostent (), and endhostent () functions are used to
enumerate host entries from the database.
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The sethostent () function sets or resets the enumeration to the beginning of the set
of host entries. This function should be called before the first call to gethostent ().
Calls to gethostbyname () and gethostbyaddr () leave the enumeration position
in an indeterminate state. If the stayopen flag is non-zero, the system can keep allocated
resources such as open file descriptors until a subsequent call to endhostent ().

Successive calls to the gethostent () function return either successive entries or
NULL, indicating the end of the enumeration.

The endhostent () function can be called to indicate that the caller expects to do no
further host entry retrieval operations; the system can then deallocate resources it was
using. It is still allowed, but possibly less efficient, for the process to call more host
retrieval functions after calling endhostent ().

The gethostbyname (), gethostbyaddr (), and gethostent () functions use
static storage that is reused in each call, making these functions unsafe for use in
multithreaded applications.

The gethostbyname r (), gethostbyaddr r (), and gethostent r () functions
provide reentrant interfaces for these operations.

Each reentrant interface performs the same operation as its non-reentrant counterpart,
named by removing the _r suffix. The reentrant interfaces, however, use buffers
supplied by the caller to store returned results and the interfaces are safe for use in
both single-threaded and multithreaded applications.

Each reentrant interface takes the same parameters as its non-reentrant counterpart, as
well as the following additional parameters. The parameter result must be a pointer to
a struct hostent structure allocated by the caller. On successful completion, the
function returns the host entry in this structure. The parameter buffer must be a pointer
to a buffer supplied by the caller. This buffer is used as storage space for the host data.
All of the pointers within the returned struct hostent result point to data stored
within this buffer. See the RETURN VALUES section for more information. The buffer
must be large enough to hold all of the data associated with the host entry. The
parameter buflen should give the size in bytes of the buffer indicated by buffer. The
parameter /i_errnop should be a pointer to an integer. An integer error status value is
stored there on certain error conditions. See the ERRORS section for more information.

For enumeration in multithreaded applications, the position within the enumeration is
a process-wide property shared by all threads. The sethostent () function can be
used in a multithreaded application but resets the enumeration position for all
threads. If multiple threads interleave calls to gethostent_r (), the threads will
enumerate disjoint subsets of the host database.

Like their non-reentrant counterparts, gethostbyname r () and
gethostbyaddr r () leave the enumeration position in an indeterminate state.

Host entries are represented by the struct hostent structure defined in
<netdb.h>:
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struct hostent {

char *h name; /* canonical name of host */
char **h aliases; /* alias list */

int h_addrtype; /* host address type */

int h length; /* length of address */
char **h addr_list; /* list of addresses */

}i

"1

See the EXAMPLES section for information about how to retrieve a “.”” separated
Internet IP address string from the h_addr_list field of struct hostent.

The gethostbyname (), gethostbyname r (), gethostbyaddr (), and
gethostbyaddr r () functions each return a pointer to a struct hostent if they
successfully locate the requested entry; otherwise they return NULL.

The gethostent () and gethostent r () functions each return a pointer to a
struct hostent if they successfully enumerate an entry; otherwise they return
NULL, indicating the end of the enumeration.

The gethostbyname (), gethostbyaddr (), and gethostent () functions use
static storage, so returned data must be copied before a subsequent call to any of these
functions if the data is to be saved.

When the pointer returned by the reentrant functions gethostbyname r (),
gethostbyaddr r (), and gethostent r() is not NULL, it is always equal to the
result pointer that was supplied by the caller.

The sethostent () and endhostent () functions return 0 on success.

ERRORS | The reentrant functions gethostbyname r (), gethostbyaddr r (), and
gethostent_r () will return NULL and set errno to ERANGE if the length of the buffer
supplied by caller is not large enough to store the result. See Intro(2) for the proper
usage and interpretation of errno in multithreaded applications.

The reentrant functions gethostbyname r () and gethostbyaddr r () set the
integer pointed to by h_errnop to one of these values in case of error.

On failures, the non-reentrant functions gethostbyname () and gethostbyaddr ()
set a global integer h_errno to indicate one of these error codes (defined in
<netdb.h>): HOST NOT FOUND, TRY AGAIN, NO RECOVERY, NO DATA, and
NO_ADDRESS.

If a resolver is provided with a malformed address, or if any other error occurs before
gethostbyname () is resolved, then gethostbyname () returns an internal error
with a value of —1.

The gethostbyname () function will set hi_errno to NETDB_INTERNAL when it
returns a NULL value.

EXAMPLES | EXAMPLE 1 Using gethostbyname ()

Here is a sample program that gets the canonical name, aliases, and “.”” separated

"1y

Internet IP addresses for a given “.”” separated IP address:
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EXAMPLE 1 Using gethostbyname () (Continued)

#include <stdio.h>
#include <stdlib.h
#include <string.hs>
#include <sys/types.h>
#include <sys/socket.h>
#include <netinet/in.h>
#include <arpa/inet.h>
#include <netdb.h>
int main(int argc, const char **argv)
{
in_addr_t addr;
struct hostent *hp;
char **p;
if (argc != 2) {
(void) printf ("usage: %s IP-address\
", argv[0]);
exit (1);
}

if ((int) (addr = inet_addr (argv[l])) == -1) ({
(void) printf ("IP-address must be of the form a.b.c.d\

exit (2);
}
hp = gethostbyaddr ((char *)&addr, 4, AF_INET);
if (hp == NULL) {
(void) printf ("host information for %s not found\
", argvl[l]);
exit (3);
}

for (p = hp->h _addr list; *p != 0; p++) {
struct in_addr in;

char **q;
(void) memcpy (&in.s_addr, *p, sizeof (in.s_addr));
(void) printf ("%$s\\t%s", inet ntoa(in), hp->h name) ;
for (g = hp->h aliases; *qg != 0; g++)
(void) printf (" %s", *q);

(void) putchar(’\
")
}

exit (0);

}

Note that the preceding sample program is unsafe for use in multithreadeded
applications

/etc/hosts
/etc/netconfig

/etc/nsswitch.conf
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ATTRIBUTES

SEE ALSO

WARNINGS

NOTES

See attributes (5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

MT-Level See “Reentrant Interfaces” in the
DESCRIPTION section.

Intro(2), Intro(3), byteorder(3SOCKET), inet(3SOCKET), netdb . h(3HEAD),
netdir(3NSL), hosts(4), netconfig(4), nss(4), nsswitch.conf(4),
attributes(5)

The reentrant interfaces gethostbyname r (), gethostbyaddr r (), and
gethostent_r () are included in this release on an uncommitted basis only and are
subject to change or removal in future minor releases.

To ensure that they all return consistent results, gethostbyname (),
gethostbyname r (), and netdir getbyname () are implemented in terms of the
same internal library function. This function obtains the system-wide source lookup
policy based on the inet family entries in netconfig(4) and the hosts: entry in
nsswitch.conf(4). Similarly, gethostbyaddr (), gethostbyaddr_r (), and
netdir getbyaddr () are implemented in terms of the same internal library
function. If the inet family entries in netconfig(4) have a “-”’ in the last column for
nametoaddr libraries, then the entry for hosts in nsswitch.conf will be used;
nametoaddr libraries in that column will be used, and nsswitch.conf will not be
consulted.

There is no analogue of gethostent () and gethostent_r () in the netdir
functions, so these enumeration functions go straight to the hosts entry in
nsswitch.conf. Thus enumeration can return results from a different source than
that used by gethostbyname (), gethostbyname r (), gethostbyaddr (), and
gethostbyaddr r ().

All the functions that return a struct hostent must always return the canonical
name in the h_name field. This name, by definition, is the well-known and official
hostname shared between all aliases and all addresses. The underlying source that
satisfies the request determines the mapping of the input name or address into the set
of names and addresses in hostent. Different sources might do that in different ways.
If there is more than one alias and more than one address in hostent, no pairing is
implied between them.

The system attempts to put those addresses that are on the same subnet as the caller
before addresses that are on different subnets. However, if address sorting is disabled
by setting SORT ADDRS to FALSE in the /etc/default/nss file, the system does
not put the local subnet addresses first. See nss(4) for more information.

When compiling multithreaded applications, see Intro(3), MULTITHREADED
APPLICATIONS, for information about the use of the REENTRANT flag.
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Use of the enumeration interfaces gethostent () and gethostent r() is
discouraged; enumeration might not be supported for all database sources. The
semantics of enumeration are discussed further in nsswitch.conf(4).

The current implementations of these functions only return or accept addresses for the
Internet address family (type AF_INET).

The form for an address of type AF_INET is a struct in_addr defined in
<netinet/in.h>. The functions described in inet(3SOCKET), and illustrated in the
EXAMPLES section, are helpful in constructing and manipulating addresses in this
form.
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NAME
SYNOPSIS

DESCRIPTION

RETURN VALUES
ERRORS

ATTRIBUTES

SEE ALSO

gethostname — get name of current host

ce [ flag ... 1 file ... -1xnet [ library ... ]
#include <unistd.h>

int gethostname (char *name, size_ t namelen) ;

The gethostname () function returns the standard host name for the current
machine. The namelen argument specifies the size of the array pointed to by the name
argument. The returned name is null-terminated, except that if namelen is an
insufficient length to hold the host name, then the returned name is truncated and it is
unspecified whether the returned name is null-terminated.

Host names are limited to 255 bytes.
On successful completion, 0 is returned. Otherwise, -1 is returned.
No errors are defined.

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Interface Stability Standard

MT-Level MT-Safe

uname(1), gethostid(3C), attributes(b), standards(b)
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getipnodebyname(3SOCKET)
getipnodebyname, getipnodebyaddr, freehostent — get IP node entry

ce [ flag... 1 file... -lsocket -1nsl [ library... ]
#include <sys/socket.h>
#include <netdb.h>

struct hostent *getipnodebyname (const char *name, int af, int flags,
int *error_num) ;

struct hostent *getipnodebyaddr (const void *src, size t len, int af,
int *error_num) ;

void freehostent (struct hostent *ptr);

af Address family

flags Various flags

name Name of host

error_num Error storage

src Address for lookup

len Length of address

ptr Pointer to hostent structure

The getipnodebyname () function searches the ipnodes database from the
beginning. The function finds the first h_name member that matches the hostname
specified by name. The function takes an af argument that specifies the address family.
The address family can be AF_INET for IPv4 addresses or AF_INET6 for IPv6
addresses. The flags argument determines what results are returned based on the value
of flags. If the flags argument is set to 0 (zero), the default operation of the function is
specified as follows:

m  If the af argument is AF_INET, a query is made for an IPv4 address. If successful,
IPv4 addresses are returned and the h _1length member of the hostent structure
is 4. Otherwise, the function returns a NULL pointer.

m  If the af argument is AF_INETS6, a query is made for an IPv6 address. If successful,
IPv6 addresses are returned and the h_1length member of the hostent structure
is 16. Otherwise, the function returns a NULL pointer.

The flags argument changes the default actions of the function. Set the flags argument
with a logical OR operation on any of combination of the following values:

AI VAMAPPED
AI ALL
AI ADDRCONFIG

The special flags value, AI_DEFAULT, should handle most applications. Porting
simple applications to use IPv6 replaces the call

hptr = gethostbyname (name) ;
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with
hptr = getipnodebyname (name, AF_INET6, AI DEFAULT, &error num) ;

The flags value 0 (zero) implies a strict interpretation of the af argument:

m  If flags is 0 and af is AF_INET, the caller wants only IPv4 addresses. A query is
made for A records. If successful, IPv4 addresses are returned and the h_length
member of the hostent structure is 4. Otherwise, the function returns a NULL
pointer.

m If flags is 0 and af is AF INETS6, the caller wants only IPv6 addresses. A query is
made for AAAA records. If successful, IPv6 addresses are returned and the
h length member of the hostent structure is 16. Otherwise, the function returns
a NULL pointer.

Logically OR other constants into the flags argument to modify the behavior of the
getipnodebyname () function.

m If the AT_V4MAPPED flag is specified with af set to AF_INET6, the caller can accept
IPv4-mapped IPv6 addresses. If no ARAA records are found, a query is made for A
records. Any A records found are returned as IPv4-mapped IPv6 addresses and the
h_lengthis 16. The AI_V4MAPPED flag is ignored unless af equals AF_INET6.

m The AI ALL flag is used in conjunction with the AT V4MAPPED flag, exclusively
with the IPv6 address family. When AI_ALL is logically ORed with AI_V4MAPPED
flag, the caller wants all addresses: IPv6 and IPv4-mapped IPv6 addresses. A query
is first made for ARAA records and, if successful, IPv6 addresses are returned.
Another query is then made for A records. Any A records found are returned as
IPv4-mapped IPv6 addresses and the h_length is 16. Only when both queries fail
does the function return a NULL pointer. The AI ALL flag is ignored unless af is set
to AF_INETS.

m The AI_ADDRCONFIG flag specifies that a query for AAAA records should occur
only when the node is configured with at least one IPv6 source address. A query
for A records should occur only when the node is configured with at least one IPv4
source address. For example, if a node is configured with no IPv6 source addresses,
af equals AF_INET6, and the node name queried has both AAAA and A records,
then:

® A NULL pointer is returned when only the AT_ADDRCONFIG value is specified.
®  The A records are returned as IPv4-mapped IPv6 addresses when the
AI_ADDRCONFIG and AI_V4MAPPED values are specified.

The special flags value, AI_DEFAULT, is defined as

#define AI DEFAULT (AI_V4MAPPED | AI_ADDRCONFIG)

The getipnodebyname () function allows the name argument to be a node name or a
literal address string: a dotted-decimal IPv4 address or an IPv6 hex address.
Applications do not have to call inet pton(3SOCKET) to handle literal address
strings.
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Four scenarios arise based on the type of literal address string and the value of the af
argument. The two simple cases occur when name is a dotted-decimal IPv4 address
and af equals AF INET and when name is an IPv6 hex address and af equals
AF_INET6. The members of the returned hostent structure are:

h_name Pointer to a copy of the name argument

h_aliases NULL pointer.

h addrtype Copy of the af argument.

h length 4 for AF_INET or 16 for AF_INET6.

h_addr_list Array of pointers to 4-byte or 16-byte binary addresses.

The array is terminated by a NULL pointer.

Upon successful completion, get ipnodebyname () and getipnodebyaddr ()
return a hostent structure. Otherwise they return NULL.

The hostent structure does not change from the existing definition when used with
gethostbyname(3NSL). For example, host entries are represented by the struct
hostent structure defined in <netdb.h>:

struct hostent {

char *h name; /* canonical name of host */
char **h aliases; /* alias list */

int h_addrtype; /* host address type */

int h length; /* length of address */

char **h addr list; /* list of addresses */

}i

An error occurs when name is an IPv6 hex address and af equals AF_INET. The return
value of the function is a NULL pointer and error num equals HOST NOT FOUND.

The getipnodebyaddr () function has the same arguments as the existing
gethostbyaddr(3NSL) function, but adds an error number. As with
getipnodebyname (), getipnodebyaddr () is thread-safe. The error num value
is returned to the caller with the appropriate error code to support thread-safe error
code returns. The following error conditions can be returned for error num:

HOST NOT FOUND Host is unknown.

NO_DATA No address is available for the name
specified in the server request. This error is
not a soft error. Another type of name server
request might be successful.

NO_ RECOVERY An unexpected server failure occurred,
which is a non-recoverable error.

TRY AGAIN This error is a soft error that indicates that
the local server did not receive a response
from an authoritative server. A retry at
some later time might be successful.
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One possible source of confusion is the handling of IPv4-mapped IPv6 addresses and
IPv4-compatible IPv6 addresses, but the following logic should apply:

1. Ifafis AF INET6, and if len equals 16, and if the IPv6 address is an IPv4-mapped
IPv6 address or an IPv4-compatible IPv6 address, then skip over the first 12 bytes
of the IPv6 address, set af to AF_INET, and set len to 4.

If af is AF_INET, lookup the name for the given IPv4 address.
If af is AF_INETS6, lookup the name for the given IPv6 address.

If the function is returning success, then the single address that is returned in the
hostent structure is a copy of the first argument to the function with the same
address family that was passed as an argument to this function.

All four steps listed are performed in order.

This structure, and the information pointed to by this structure, are dynamically
allocated by get ipnodebyname () and getipnodebyaddr (). The freehostent ()
function frees this memory.

EXAMPLES | EXAMPLE 1 Getting the Canonical Name, Aliases, and Internet IP Addresses for a Given
Hostname

The following is a sample program that retrieves the canonical name, aliases, and all
Internet IP addresses, both version 6 and version 4, for a given hostname.

#include <stdio.hs>
#include <string.h>
#include <sys/types.h>
#include <sys/socket.h>
#include <netinet/in.h>
#include <arpa/inet.h>
#include <netdb.h>

main (int argc, const char **argv)
char abuf [INET6 ADDRSTRLEN] ;

int error num;

struct hostent *hp;

char **p;

if (arge !'= 2) {
(void) printf ("usage: %s hostname\
", argvl[0]);
exit (1) ;
}

/* argv[l] can be a pointer to a hostname or literal IP address */
hp = getipnodebyname (argv[1], AF_INET6, AI ALL | AI ADDRCONFIG |
AI V4MAPPED, &error num) ;
if (hp == NULL) ({
if (error_num == TRY AGAIN) ({
printf ("%s: unknown host or invalid literal address "
"(try again later)\

", argv[1l]);
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EXAMPLE 1 Getting the Canonical Name, Aliases, and Internet IP Addresses for a Given
Hostname (Continued)

} else {
printf ("%$s: unknown host or invalid literal address\

argv[1l]);
}
exit (1) ;
}
for (p = hp->h addr list; *p != 0; p++) {
struct iné_addr iné6;
char **qg;

bcopy (*p, (caddr_t)&iné6, hp->h_length);
(void) printf ("$s\\t%s", inet ntop (AF_INET6, (void *)&iné,

abuf, sizeof (abuf)), hp->h name);
for (g = hp->h_aliases; *q != 0; qg++)
(void) printf (" %s", *q);

(void) putchar (’\

}

freehostent (hp) ;
exit (0);

}

See attributes(d) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Interface Stability Evolving

MT-Level Safe

getaddrinfo(3SOCKET), gethostbyname(3NSL), hton1(3SOCKET),
inet(3SOCKET), netdb.h(B3HEAD), hosts(4), ipnodes(4), nsswitch.conf(4),
attributes(5)

No enumeration functions are provided for IPv6. Existing enumeration functions such
as sethostent(3NSL) do not work in combination with the getipnodebyname ()
and getipnodebyaddr () functions.

All the functions that return a struct hostent must always return the canonical in
the h name field. This name, by definition, is the well-known and official hostname
shared between all aliases and all addresses. The underlying source that satisfies the
request determines the mapping of the input name or address into the set of names
and addresses in hostent. Different sources might make such as determination in
different ways. If more than one alias and more than one address in hostent exist, no
pairing is implied between the alias and address.

The current implementations of these functions return or accept only addresses for the
Internet address family (type AF _INET) or the Internet address family Version 6 (type
AF_INETS6).
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The form for an address of type AF_INET is a struct in_addr defined in
<netinet/in.h>. The form for an address of type AF_INET6 isa struct
in6é_addr, also defined in <netinet/in.h>. The functions described in

inet ntop(3SOCKET) and inet pton(3SOCKET) that are illustrated in the
EXAMPLES section are helpful in constructing and manipulating addresses in either
of these forms.
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getipsecalgbyname, getipsecalgbynum, freeipsecalgent — query algorithm mapping
entries

cc -flag ... file...-1nsl [-library ...]
#include <netdb.h>

struct ipsecalgent *getipsecalgbyname (const char *alg _name, int
pmtocol_num, int *errnop) ;

struct ipsecalgent *getipsecalgbynum(int alg num, int protocol_num,
int *errnop) ;

void freeipsecalgent (struct ipsecalgent *pftr) ;

Use the getipsecalgbyname (), getipsecalgbynum(), freeipsecalgent ()
functions to obtain the IPsec algorithm mappings that are defined by
ipsecalgs(IM). The IPsec algorithms and associated protocol name spaces are
defined by RFC 2407.

getipsecalgbyname () and getipsecalgbynum () return a structure that
describes the algorithm entry found. This structure is described in the RETURN
VALUES section below.

freeipsecalgent () must be used by the caller to free the structures returned by
getipsecalgbyname () and getipsecalgbynum () when they are no longer
needed.

Both getipsecalgbyname () and getipsecalgbynum() take as parameter the
protocol identifier in which the algorithm is defined. See
getipsecprotobyname(3NSL) and getipsecprotobynum(3NSL).

The following protocol numbers are pre-defined:

IPSEC_PROTO ESP Defines the encryption algorithms (transforms) that can
be used by IPsec to provide data confidentiality.

IPSEC_PROTO_AH Defines the authentication algorithms (transforms) that
can be used by IPsec to provide authentication.

getipsecalgbyname () looks up the algorithm by its name, while

getipsecalgbynum() looks up the algorithm by its assigned number.

errnop A pointer to an integer used to return an error status value on

certain error conditions. See ERRORS.

The getipsecalgbyname () and getipsecalgbynum () functions return a pointer
to the structure ipsecalgent_t, defined in <netdb.hs>. If the requested algorithm
cannot be found, these functions return NULL.

The structure ipsecalgent_t is defined as follows:

typedef struct ipsecalgent {
char **a_names; /* algorithm names */
int a_proto_num; /* protocol number */
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int a_alg_num; /* algorithm number */

char *a_mech name; /* mechanism name */

int *a_block_sizes; /* supported block sizes */
int *a_key sizes; /* supported key sizes */

int a_key increment; /* key size increment */

} ipsecalgent t;

If a_key increment isnon-zero, a_key sizes[0] contains the default key size for
the algorithm. a_key sizes[1] and a_key sizes[2] specify the smallest and
biggest key sizes support by the algorithm, and a_key increment specifies the valid
key size increments in that range.

If a_key increment is zero, the array a_key sizes contains the set of key sizes, in
bits, supported by the algorithm. The last key length in the array is followed by an
element of value 0. The first element of this array is used as the default key size for the
algorithm.

a_name is an array of algorithm names, terminated by an element containing a NULL
pointer. a_name [0] is the primary name for the algorithm.

a_proto_num is the protocol identifer of this algorithm. a_alg_num is the algorithm
number. a_mech_name contains the mechanism name associated with the algorithm.

a_block_sizes is an array containing the supported block lengths or MAC lengths,
in bytes, supported by the algorithm. The last valid value in the array is followed by
an element containing the value 0.

When the specified algorithm cannot be returned to the caller, get ipsecalgbynam ()
and getipsecalgbynum () return a value of NULL and set the integer pointed to by
the errnop parameter to one of the following values:

ENOMEM Not enough memory
ENOENT Specified algorithm not found
EINVAL Specified protocol number not found

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Availability SUNW.Gsl (32 bit)
SUNWGslx (64 bit)

MT Level MT Safe

Interface Stability Evolving

cryptoadm(1M), ipsecalgs(1IM), getipsecprotobyname(3NSL),
getipsecprotobynum(3NSL), attributes(b)
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Piper, D. RFC 2407, The Internet IP Security Domain of Interpretation for ISAKMP.
Network Working Group. November, 1998.
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getipsecprotobyname, getipsecprotobynum — query IPsec protocols entries

cc -flag ... file...-1nsl [-library ...]
#include <netdb.h>

int getipsecprotobyname (const char *proto_name) ;

char *getipsecprotobynum (int proto_num) ;

Use the getipsecprotobyname () and getipsecprotobynum () functions to
obtain the IPsec algorithm mappings that are defined by ipsecalgs(1M). You can
also use the getipsecprotobyname () and getipsecprotobynum () functions in
conjunction with getipsecalgbyname(3NSL) and getipsecalgbynum(3NSL) to
obtain information about the supported IPsec algorithms. The IPsec algorithms and
associated protocol name spaces are defined by RFC 2407.

getipsecprotobyname () takes as an argument the name of an IPsec protocol and
returns its assigned protocol number. The character string returned by the
getipsecprotobyname () function must be freed by the called when it is no longer
needed.

getipsecprotobynum() takes as an argument a protocol number and returns the
corresponding protocol name.

The following protocol numbers are pre-defined:

IPSEC_PROTO ESP Defines the encryption algorithms (transforms) that can
be used by IPsec to provide data confidentiality.

IPSEC_PROTO_AH Defines the authentication algorithms (transforms) that
can be used by IPsec to provide authentication.

proto_name A pointer to the name of an IPsec protocol.

proto_num A pointer to a protocol number. conditions.

The getipsecprotobyname () function returns a protocol number upon success, or
-1 if the protocol specified does not exist.

The getipsecprotobynum () function returns a protocol name upon success, or the
NULL value if the protocol number specified does not exist.

See attributes(d) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE
Availability SUNW.Gsl (32 bit)
SUNWGslx (64 bit)
MT Level MT Safe
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ATTRIBUTE TYPE ATTRIBUTE VALUE

Interface Stability Evolving

ipsecalgs(1M), getipsecalgbyname(3NSL), getipsecalgbynum(3NSL),
attributes(b5)

Piper, D. RFC 2407, The Internet IP Security Domain of Interpretation for ISAKMP.
Network Working Group. November, 1998.
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getnameinfo — get name information

ce [ flag ... 1 file ... -1lxnet [ library ... ]
#include <sys/socket.h>
#include <netdb.h>

int getnameinfo (const struct sockaddr *restrict sa, socklen t
salen, char *restrict node, socklen t nodelen, char *restrict
service, socklen t servicelen, unsigned flags) ;

The getnameinfo () function translates a socket address to a node name and service
location, all of which are defined as in getaddrinfo(3XNET).

The sa argument points to a socket address structure to be translated. If the socket
address structure contains an IPv4-mapped IPv6 address or an IPv4-compatible IPv6
address, the implementation extracts the embedded IPv4 address and lookup the node
name for that IPv4 address.

If the node argument is non-NULL and the nodelen argument is non-zero, then the node
argument points to a buffer able to contain up to nodelen characters that receives the
node name as a null-terminated string. If the node argument is NULL or the nodelen
argument is zero, the node name is not returned. If the node’s name cannot be located,
the numeric form of the node’s address is returned instead of its name.

If the service argument is non-NULL and the servicelen argument is non-zero, then the
service argument points to a buffer able to contain up to servicelen bytes that receives
the service name as a null-terminated string. If the service argument is NULL or the
servicelen argument is zero, the service name is not returned. If the service’s name
cannot be located, the numeric form of the service address (for example, its port
number) is returned instead of its name.

The flags argument is a flag that changes the default actions of the function. By default
the fully-qualified domain name (FQDN) for the host is returned, but:

m  If the flag bit NI_NOFQDN is set, only the node name portion of the FQDN is
returned for local hosts.

m f the flag bit NI_NUMERICHOST is set, the numeric form of the host’s address is
returned instead of its name, under all circumstances.

m  If the flag bit NI_NAMEREQD is set, an error is returned if the host’s name cannot be
located.

m  If the flag bit NI_NUMERICSERV is set, the numeric form of the service address is
returned (for example, its port number) instead of its name, under all
circumstances.

m  If the flag bit NI_DGRAM is set, this indicates that the service is a datagram service
(sock_DGRAM). The default behavior assumes that the service is a stream service
(SOCK_STREAM).

A Q return value for getnameinfo () indicates successful completion; a non-zero
return value indicates failure. The possible values for the failures are listed in the
ERRORS section.
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Upon successful completion, getnameinfo () returns the node and service names, if
requested, in the buffers provided. The returned names are always null-terminated
strings.

The getnameinfo () function will fail if:

EAI AGAIN The name could not be resolved at this time. Future attempts
might succeed.

EAI_BADFLAGS  The flags argument had an invalid value.

EAI FAIL A non-recoverable error occurred.

EAI FAMILY The address family was not recognized or the address length was
invalid for the specified family.

EAI_MEMORY There was a memory allocation failure.

EAI_NONAME The name does not resolve for the supplied parameters.

NI NAMEREQD is set and the host’s name cannot be located, or
both nodename and servname were NULL.

EAI_SYSTEM A system error occurred. The error code can be found in errno.

If the returned values are to be used as part of any further name resolution (for
example, passed to getaddrinfo () ), applications should provide buffers large
enough to store any result possible on the system.

Given the IPv4-mapped IPv6 address ":ffff:1.2.3.4", the implementation performs a
lookup as if the socket address structure contains the IPv4 address "1.2.3.4".

See attributes(5) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

Interface Stability Standard

MT-Level MT-Safe

gai strerror(3XNET), getaddrinfo(3XNET), getservbyname(3XNET),
socket(3XNET), attributes(b), standards(b)

The IPv6 unspecified address ("::") and the IPv6 loopback address ("::1") are not
IPv4-compatible addresses. If the address is the IPv6 unspecified address ("::"), a
lookup is not performed, and the EAI_NONAME error is returned.

The two NI_NUMERICxxx flags are required to support the -n flag that many
commands provide.

The NI_DGRAM flag is required for the few AF_INET and AF INET6 port numbers (for
example, [512,514]) that represent different services for UDP and TCP.
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NAME

SYNOPSIS

DESCRIPTION

man pages section 3:

getnetbyname, getnetbyname_r, getnetbyaddr, getnetbyaddr_r, getnetent, getnetent _r,
setnetent, endnetent — get network entry

ce [ flag ... 1 file ... -1lsocket -1lnsl [ library ... ]
#include <netdb.h>

struct netent *getnetbyname (const char *name) ;

struct netent *getnetbyname r (const char *name, struct netent
*result, char *buffer, int buflen) ;

struct netent *getnetbyaddr (long net, int type) ;

struct netent *getnetbyaddr r(long netf, int fype, struct netent
*result, char *buffer, int buflen) ;

struct netent *getnetent (void) ;

struct netent *getnetent r(struct netent *result, char *buffer, int

buflen) ;
int setnetent (int stayopen) ;

int endnetent (void) ;

These functions are used to obtain entries for networks. An entry may come from any
of the sources for networks specified in the /etc/nsswitch. conf file. See
nsswitch.conf(4).

getnetbyname () searches for a network entry with the network name specified by
the character string parameter name.

getnetbyaddr () searches for a network entry with the network address specified by
net. The parameter type specifies the family of the address. This should be one of the
address families defined in <sys/socket . h>. See the NOTES section below for more
information.

Network numbers and local address parts are returned as machine format integer
values, that is, in host byte order. See also inet(3SOCKET).

The netent .n_net member in the netent structure pointed to by the return value
of the above functions is calculated by inet _network (). The inet_network ()
function returns a value in host byte order that is aligned based upon the input string.
For example:

Text Value

“10” 0x0000000a
“10.0" 0x00000a00
“10.0.1" 0a000a0001
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Text Value

*10.0.1.28" 0x0a000180

Commonly, the alignment of the returned value is used as a crude approximate of
pre-CIDR (Classless Inter-Domain Routing) subnet mask. For example:

in_addr_t addr, mask;

addr = inet_network (net_name) ;

mask= ~(in_addr t)O0;

if ((addr & IN_CLASSA NET)
addr <<= 8, mask <<=

if ((addr & IN _CLASSA NET)
addr <<= 8, mask <<=

if ((addr & IN_CLASSA NET)
addr <<= 8, mask <<=

o

o

o

I o I o I

This usage is deprecated by the CIDR requirements. See Fuller, V., Li, T., Yu, J., and
Varadhan, K. RFC 1519, Classless Inter-Domain Routing (CIDR): an Address Assignment
and Aggregation Strategy. Network Working Group. September 1993.

The functions setnetent (), getnetent (), and endnetent () are used to
enumerate network entries from the database.

setnetent () sets (or resets) the enumeration to the beginning of the set of network
entries. This function should be called before the first call to getnetent (). Calls to
getnetbyname () and getnetbyaddr () leave the enumeration position in an
indeterminate state. If the stayopen flag is non-zero, the system may keep allocated
resources such as open file descriptors until a subsequent call to endnetent ().

Successive calls to getnetent () return either successive entries or NULL, indicating
the end of the enumeration.

endnetent () may be called to indicate that the caller expects to do no further
network entry retrieval operations; the system may then deallocate resources it was
using. It is still allowed, but possibly less efficient, for the process to call more network
entry retrieval functions after calling endnetent ().

The functions getnetbyname (), getnetbyaddr (), and getnetent () use static
storage that is reused in each call, making these routines unsafe for use in
multi-threaded applications.

The functions getnetbyname r (), getnetbyaddr r (), and getnetent r()
provide reentrant interfaces for these operations.

Each reentrant interface performs the same operation as its non-reentrant counterpart,
named by removing the “_r” suffix. The reentrant interfaces, however, use buffers
supplied by the caller to store returned results, and are safe for use in both
single-threaded and multi-threaded applications.
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Each reentrant interface takes the same parameters as its non-reentrant counterpart, as
well as the following additional parameters. The parameter result must be a pointer to
a struct netent structure allocated by the caller. On successful completion, the
function returns the network entry in this structure. The parameter buffer must be a
pointer to a buffer supplied by the caller. This buffer is used as storage space for the
network entry data. All of the pointers within the returned struct netent result
point to data stored within this buffer. See RETURN VALUES. The buffer must be large
enough to hold all of the data associated with the network entry. The parameter buflen
should give the size in bytes of the buffer indicated by buffer.

For enumeration in multi-threaded applications, the position within the enumeration
is a process-wide property shared by all threads. setnetent () may be used in a
multi-threaded application but resets the enumeration position for all threads. If
multiple threads interleave calls to getnetent_r (), the threads will enumerate
disjointed subsets of the network database.

Like their non-reentrant counterparts, getnetbyname_r () and getnetbyaddr_r ()
leave the enumeration position in an indeterminate state.

Network entries are represented by the struct netent structure defined in
<netdb.h>.

The functions getnetbyname (), getnetbyname r, getnetbyaddr, and
getnetbyaddr_r () each return a pointer to a struct netent if they successfully
locate the requested entry; otherwise they return NULL.

The functions getnetent () and getnetent_r () each return a pointer to a struct
netent if they successfully enumerate an entry; otherwise they return NULL,
indicating the end of the enumeration.

The functions getnetbyname (), getnetbyaddr (), and getnetent () use static
storage, so returned data must be copied before a subsequent call to any of these
functions if the data is to be saved.

When the pointer returned by the reentrant functions getnetbyname_r (),
getnetbyaddr r (), and getnetent r () is non-NULL, it is always equal to the
result pointer that was supplied by the caller.

The functions setnetent () and endnetent () return 0 on success.

The reentrant functions getnetbyname r (), getnetbyaddr r and

getnetent_r () will return NULL and set errno to ERANGE if the length of the buffer
supplied by caller is not large enough to store the result. See intro(2) for the proper
usage and interpretation of errno in multi-threaded applications.

/etc/networks network name database

/etc/nsswitch.conf configuration file for the name service switch
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See attributes(d) for descriptions of the following attributes:

ATTRIBUTE TYPE ATTRIBUTE VALUE

MT-Level MT-Safe

Intro(2), Intro(3), byteorder(3SOCKET), inet(3SOCKET), netdb.h(3HEAD),
networks(4), nsswitch.conf(4), attributes(b)

Fuller, V,, Li, T, Yu, J., and Varadhan, K. RFC 1519, Classless Inter-Domain Routing
(CIDR): an Address Assignment and Aggregation Strategy. Network Working Group.
September 1993.

The reentrant interfaces getnetbyname r (), getnetbyaddr r(),and
getnetent_r () are included in this release on an uncommitted basis only, and are
subject to change or removal in future minor releases.

The current implementation of these functions only return or accept network numbers
for the Internet address family (type AF_INET). The functions described in
inet(3SOCKET) may be helpful in constructing and manipulating addresses and
network numbers in this form.

When compiling multi-threaded applications, see Intro(3), Notes On Multithread
Applications, for information about the use of the REENTRANT flag.

Use of the enumeration interfaces getnetent () and getnetent r () is
discouraged; e